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## Preface

I know you are interested in programming and asing PIC microcontrollers. If not, you would not have picked up this book and be reading this preface. The first question one usually asks when choosing one book over another is, "Which book offers me something more?" Since everyone is looking for something a little different in a book, I cant address anything specific, but to help you make your decision I can state what I feel are the highlights of this book.

## Programming

The PICBasic compiler used throughout this book allows ease of using Basic language coupled with the speed of assembly language. Basic is a user-friendly language, it is easier to learn and master than either assembly or C language. When the basic code is compiled to its assembly language equivalents, it is 20 to 100 times faster than standard Basic code, effectively countering the speed advantages C or assembly languages typically offer. The compiled Basic code (assembly language equivalent) is programmed into the PIC microcontroller. As stated, this methodology increases the code execution 20 to 100 times faster than the equivalent interpreted Basic code that is used in other microcontroller systems like the Basic Stamp ${ }^{T \mathrm{~m}}$.

## Cost Savings

Being able to program PIC microcontroller chips directly reduces the overall cost of implementing microcontroller control to a fraction of the cost of other systems. In addition, circuit complexity is also minimized.

## Starting at the Beginning

In terms of programming, this book starts at the ground level. Beginning with installing the needed softrware onto your computer's hard drive and proceeding on from there. We begin with a simple project that blinks two LEDs on and off and build more interesting and sophisticated projects out from there.
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## Microcontroller

## What Is a Microcontroller?

A microcontroller is an inexpensive single-chip computer. Single-chip computer means that the entire computer system lies within the confines of the integrated circuit chip. The microcontroller on the encapsulated sliver of silicon has features similar to those of our standard personal computer. Primarily, the microcontroller is capable of storing and running a program (its most important feature). The microcontroller contains a CPU (central processing unit), RAM (random-access memory), ROM (read-only memory), I/O (input/output) lines, serial and parallel ports, timers, and sometimes other built-in peripherals such as $\mathrm{A} / \mathrm{D}$ (analog-to-digital) and $\mathrm{D} / \mathrm{A}$ (digital-toanalog) converters.

## Why Use a Microcontroller?

Microcontrollers, as stated, are inexpensive computers. The microcontroller's ability to store and run unique programs makes it extremely versatile. For instance, one can program a microcontroller to make decisions (perform functions) based on predetermined situations (I/O-line logic) and selections. The microcontroller's ability to perform math and logic functions allows it to mimic sophisticated logic and electronic circuits.

Other programs can make the microcontroller behave like a neural circuit and/or a fuzzy-logic controller. Microcontrollers are responsible for the "intelligence" in most smart devices on the consumer market.

## The Future of Electronics Is Here-It's Microcontrollers

Look in any hobbyist electronics magazine from this country or any other. You will see articles that feature the use of microcontrollers, either directly or
embedded in the circuit's design. Because of their versatility, microcontrollers add a lot of power, control, and options at little cost. It therefore becomes essential that the electronics engineer or hobbyist learn to program these microcontrollers to maintain a level of competence and to gain the advantages microcontrollers provide in his or her own circuit designs.
If you examine consumer electronics, you will find microcontrollers embedded in just about everything. This is another reason to become familiar with microcontrollers.

## Designer Computers

There is a large variety of microcontrollers on the market today. We will focus on a few versatile microcontroller chips called PIC chips (or PICMicro chips) from Microchip Technology.

## The PIC Chip

Microchip Technology's series of microcontrollers is called PIC chips. Microchip secured a trademark for the name PIC. Microchip uses PIC to describe its series of PIC microcontrollers. PIC is generally assumed to mean programmable interface controller.

## Better Than Any Stamp

Parallax Company sells an easy-to-use series of microcontroller circuits called the Basic Stamp. Parallax's Basic Stamps (BS1 and BS2) use Microchip Technology's PIC microcontrollers. What makes the Stamps so popular and easy to use is that they are programmed using a simplified form of the Basic language. Basic-language programming is easy to learn and use. This was the Stamps main advantage over other microcontroller systems, which have a much longer learning curve because they force their users and developers to learn a niche assembly language. (A niche assembly language is one that is specific to that company's microcontroller and no one else's.)

The Basic Stamp has become one of the most popular microcontrollers in use today. Again, the Basic Stamp's popularity (this beare repeating) is due to its easy-to-learn and easy-to-use Basic-language programming. The PICs Basiclanguage system is just as easy to learn and use, and the PIC has enormous benefits that make it better than any Stamp.
The Basic language of the PICBasic compiler that we will use to program the PIC chips is similar to that used in the Basic Stamp series. Programming PIC chips directly has just become as easy as programming Stamps. Now you can enjoy the same easy language the Basic Stamp offers, plus two more very important benefits.

## Benefit one: faster speed

Our programmed PIC chips will run their program much faster. If we enter the identical Basic program into a Basic Stamp and into a PIC chip, the programmed PIC chip will run 20 to 100 times faster (depending upon the instructions used) than the Basic Stamp. Here's why.

The BS1 and BS2 Basic Stamp systems use a serial EEPROM memory connected to the PIC chip to store their programs. The basic commands in the program are stored as basic tokens. Basic tokens are like a shorthand for basic commands. When running the progran, the Basic Stamp reads each instruction (token and data/address) over the serial line from the external EEPROM memory, interprets the token (converts token to the ML equivalent the PIC can understand), performs the instruction, reads the next instruction, and so on. Each and every instruction goes through these serial load, read, interpret, then perform steps as the program runs. The serial interface reading routine eats up gobs of the microcontroller's CPU time.

In contrast to this operation, when a PIC chip is programmed using the Basic compiler, the Basic program is first converted to a PIC machinelanguage (hex file) program. The ML program is then uploaded into the PIC chip. Being the native language of the PIC , this machine-language (ML) code does not need to be stored as tokens and interpreted as it runs because the program is written in the PIC chip's native language.

When the PIC chip runs the program, it reads the ML program instructions directly from its on-board memory and performs the instruction. There is no serial interface to an external EEPROM to eat up CPU time. The ML instructions are read in parallel, not bit by bit as in the serial interface. The ML instructions read directly without any basictoken-to-ML-equivalent conversion required. This enables programmed PIC chips to run their code 20 to 100 times faster than the same Basic program code in a Basic Stamp.

## Benefit two: much fower cost

The next factor is cost. Using PIC chips directly will save you 75 percent of the cost of a comparable Basic Stamp. The retail price for the BS1, which has 256 bytes of programmable memory, is $\$ 34.95$. The retail price for the BS2, which has 2 K of programmable memory, is $\$ 49.95$. The 16 F 84 PIC microcontroller featured throughout this book is more closely comparable to the BS2 Stamp. The 16 F 84 PIC chip we are using has 1 K of programmable memory.

The retail cost of the 16F84 PIC chip is $\$ 6.95$. To this, add the cost of a timing crystal, a few capacitors, a few resistors, and a 7805 voltage regulator to make a circuit equivalent to that of the Stamp. These components increase the total cost to about $\$ 10.00$-still well below one-quarter the cost ( 75 percent savings) currently quoted for the BS2.

And this $\$ 10.00$ cost for the PIC may be cut substantially in some situations. The PIC 16 F 84 is an expensive microcontroller with rewritable (tlash)
memory. If, for instance, you design a circuit (or product) for manufacture that doesn't need to be reprogrammed after it is initially programmed, you can use a one-time programmable (OTP) PIC microcontroller and save about $\$ 2.00$ to $\$ 3.00$ on the PIC microcontroller as compared to the cost of a PIC microcontroller with flash (rewritable memory).

In any case, anyone who uses more than a few Stamps a year will find it well worth the investment to completely scrap the Basic Stamp system and jump onto this faster and cheaper microcontroller bandwagon.

If you are an experimenter, developer, or manufacturer or plan to become one, the cost savings are too substantial to consider investing in any other system.

## Extra bonus advantage

The footprint of the 16 F 84 PIC microcontroller chip embedded in another circuit is smaller than the equivalent BS2 Stamp because the Stamps use an external serial EEPROM for memory. While the BS2 may, at first glance, look smaller since it is contained in a 28 -pin DIP package, it is not. You can also purchase the 16F84 in surface-mount form and the resulting circuit will have a smaller footprint.

## PIC Programming Overview

Programming PIC microcontrollers is a simple three-step process. There's an old saying that theres more than one way to skin a cat, and the same can be said about programming PIC microcontrollers. When you look at the market, you will discover a variety of programmers and compilers for PIC microcontrollers. We will not do a comparison of the products on the market. Instead, we will focus on what we have found to be an easy-to-learn and very powerful Basic-language compiler and its associated programmer board.

Remember, this is an overview. Exact step-by-step instructions are given in the next chapter, when we program a PIC with our first test program.

## What to buy

You need to purchase at least three items to start programming and building projects: the PICBasic compiler program, the EPIC programmer (a programming carrier board), and the PIC chip itself. I recommend beginning with the 16 F 84 PIC microcontroller because it has exactly $1 \mathrm{~K} \times 14$ of rewritable memory. This memory allows you to reuse the PIC chip many times to test and debug your programs.

The PICBasic compiler (see Fig. 1.1) runs on a standard PC. The program may be run in DOS or in an "MS-DOS prompt" window in the Windows environment. From here on out, the MS-DOS prompt window will be referred to simply as a DOS window. The DOS program will run on everything from an XT-class PC running DOS 8.3 and higher. The program supports a large variety of PIC microcontrollers. The compiler generates ML hex code that may be used with other programming carrier boards. The cost for PICBasic compiler software is $\$ 99.95$.


Figure 1.1 PICBasic compiler program and manuad.

There is a more expensive compiler called the PICBasic Pro that retails for $\$ 249.95$. Do not purchase this compiler! The PICBasic Pro handles the Peek and Poke commands differently than the standard PICBasic Compiler. So remember to purchase the standard PICBasic Compiler for $\$ 99.95$.
The EPIC programming carrier board (see Fig. 1.2) has a socket for inserting the PIC chip and connecting it to the computer, via the printer port, for programming. The programming board connects to the computer's printer port (parallel port) using a DB25 cable. If the computer has only one printer port and there is a printer connected to it, the printer must be temporarily disconnected when PIC chips are being programmed. Like the PICBasic compiler, the EPIC programming carrier board supports a wide variety of PIC microcontrollers. The cost for the EPIC programming board with EPIC programming diskette is $\$ 59.00$. Those who wish to build their own board may purchase a bare PC board with program diskette for $\$ 34.95$.
The PIC 16F84 pinout is shown in Fig. 1.3. It is a versatile microcontroller with flash memory. Flash memory is a term used to describe this type of


Flgure 1.2 EPIC programming carrier board and software.
rewritable memory. The on-board flash memory can endure a minimum of 1000 erase/write cycles, so you can reprogram and reuse the PIC chip at least 1000 times. The program retention time, between erase/write cycles, is approximately 40 years. The 18 -pin chip devotes 13 pins to I/O. Each pin may be programmed individually for input or output. The pin status (I/O direction control) may be changed on the fly via programming. Other features include power on reset, power-saving sleep mode, power-up timer, and code protection,


Figure 1.3 PIC 16F84 pinput.
among others. Additional features and architecture details of the PIC 16 F 84 will be given as we continue.

## Step 1: Writing the Basic-language program

PICBasic programs are written using a word procescor. Any word processor that is able to save its text file as ASCII or DOS text may be used. Just about every commercial word processor available has this option. Use the Save as command and choose MS-DOS text, DOS text, or ASCII text. The text file you write with the word processor will be compiled into a program. If you don't own a word processor, you can use Windows Notepad, which is included with Windows $3 . \mathrm{X}$ and Windows $95 / 98$, to write the Basic-language source file. (In Windows, look under Accessories.) At the DOS level, you can use the Edit program to write text files.

The compiler needs the basic program saved as a standard (MS-DOS) or ASCII test file because any special formatting and print codes that are unique to an individual word processor are not saved in the ASCII or DOS file types.

When you save the file, save it with a . bas sulfix. For example, if you were saving a program named wink, you would save it as wink. bas. Saving the file with a . bas suffix is an option. The compiler will read the file with or without the . bas suffix. The . bas suffix will help you identify your PIC programs in a crowded directory.

## Step 2: Using the compiler

The PICBasic compiler program is started by entering the command pbo followed by the name of the text file. For example, if the text file we created is named wink. bas then at the DOS command prompt, we would enter

Ebr wirk. Was
The Basic compiler compiles the text file into two additional files, a asm (assembly language) file and a . hex (hexadecimal) file.

The wink.asm file is the assembly language equivalent of the Basic program. The wink, hex file is the machine code of the program written in hexadecimal numbers. It is the . hex file that is loaded into the PIC chip.

If the compiler encounters errors when compiling the Basic source code, it will issue a string of errors it has found and terminate. The errors listed need to be corrected in the Basic source code before the program will successfully compile.

Step 3: Programming the PIC chip
Connect the EPIC programmer to the computer's printer port using a DB25 cable. Start the DOS programming software. At a DOS command prompt, enter

EPIC
Figure 1.4 is a picture of the programming screen. Use the Open File option and select wink . hex from the files displayed in the dialog box. The file will load, and numbers will be displayed in the window on the left. Insert the 16 F84 into the socket, then press the Program button. The PIC microcontroller is programmed and ready to go to work.

## Ready, Steady, Go

This completes the overview. In Chap. 2 we will provide step-by-step instructions for writing the Basic text file and programming it into the PIC chip. You will find that the actual steps shown in Chap. 2 are not much more involved than the instructions in the overview. Purchase the components and let's go.

## Parts List

| PICBasic compiler | $\$ 99.95$ |
| :--- | :--- |
| EPIC programmer | $\$ 59.00$ |
| 16F84 Microcontroller | $\$ 6.95$ |
| DB25 6 -ft eable | $\$ 6.95$ |
| (1)4.0-MHz crystal | $\$ 2.50$ |
| (2) 22 -pF capacitors | $\$ 0.10$ each |

Available from Images Company (see Suppliers Index).


Figure 1.4 Screen shot of EPIC programming software (Dos
(1) Solderless breadboard
(1) $0.1-\mu$ F capacitor
(8) Red LEDs
(8) 470- $\Omega$ resistors*
(1) $4.7-\mathrm{k} \Omega$ resistor
(8) $10-\mathrm{k} \Omega$ resistors
(1) 7805 woltage regulator
(2) Four-position PC-mounted switches
(1) 9-V battery clip

RadioShack PNN276-175
RadioShack PN\#272-1069
RadioShack PN\#276-208
RadioShack PNe270-1115
RadioShack PN\#271-1124
RadioShack PN\#271-1126
RadioShack PN\#276-1770
RadioShack PN\#275-1301
RadioShack PN\#270-325

Available at local Radioshack stores. Also available from James Electronics and JDR Micro Devices (see Suppliers Index).
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# Software Installation (Compiler and Programmer) 

In this chapter, we provide step-by-step instructions for writing a text file for and programming a PIC microcontroller. We begin by loading the PICBasic compiler software onto your computer's hard drive and finish by programming and testing a PIC microcontroller chip.

## Installing the PICBasic Compiler Software

The first thing we need to do is copy the PICBasic compiler software onto your computer's hard drive. If you are familiar with File Manager (Windows 3.X) or Windows Explorer, you can create subdirectories and copy all files with these tools. Step-by-step instructions are provided using DOS commands. You can, of course, use the same directory names outlined or make up your own.

The DOS instructions are provided to help the reader and to serve as a supplement to the installation directions provided with the software packages. The instructions are not meant as a DOS tutorial. More information on DOS commands can be found in any number of DOS manuals. Here is a list of DOS commands we will be using and what action they perform:

COMMAND

| cal | change directory |
| :--- | :--- |
| mad | make directory |
| copy | copy files |
| xoopy | copy files and subdirectories |
| path | sets a search path for executable files |
| dir | directory |

Before we can copy the files from our installation diskettes, we need a place to copy then to. For the PICBasic compiler we will create a subdirectory called pictools on the hard drive and copy the files on the diskette into it.

For Windows 3.X, use the File Manager progran to create a subdirectory. For Windows 95/98, use the Windows Explorer program to create the subdirectory Windows $95 / 98$ users also have the option of opening a DOS window within the Windows environment. You can work inside the DOS windows using standard DOS commands.

You also have the option of restarting your computer in MS-DOS mode. In most cases you should be able to operate from the DOS window without problems.

Start the DOS window by selecting "MS-DOS Prompt" under the Programs menu under the Windows 95/98 "Start" button (see Fig 2.1). When the DOS window opens, you are probably starting the DOS session inside the Windows subdirectory. Your prompt may look like this: C:/WINDOWS.
The DOS prompt provides vital information. The C : tells us we are on the C drive. The/WINDOWS tells us we are in the Windows subdirectory.

We want to work from the root directory of the computer's hard drive (usually the C drive). We accomplish this by using the od (Change Directory) command.

The cd. . command brings one up a single level in the directory hierarchy. Using the od brings one up to the root directory regardless of how deep (how many levels) one has moved into subdirectories. The root directory is the top of the directory hierarchy. From the Windows subdirectory either command


Figure 2.1 Selecting "MS-DOS Prompt" from Program menu.
may be used. Type ca. . or ca\ and hit the Enter key to back up a level in the directory.

```
C:/WINDOWSed. - or [:/WINDOWSeal
```

(See Fig. 2.2.)
You should now be in the C drive root directory, the DOS prompt will change to $\mathrm{C}: />$. Once you are in the C drive's root directory, you can start the task at hand.

First, create a subdirectory on your hard drive called pictools. (If you don't like the name pictools, choose another name that is more to your liking.) At the DOS prompt, enter the "make directory" command (md) followed by a space and the name of the directory pictools. The complete command may look like this:

C:/s mi pictools
This command creates a subdirectory called pictools. Now let's copy all the files on the PICBasic Compiler 3.5-in diskette into the new directory. Assuming that your 3.5 -in disk drive is the A drive, at the DOS prompt, enter

```
C:/= x000Y a:*.* pldmoola}/\textrm{g
```

This command copies all the files on the diskette, including the subdirectories, into the pictools subdirectory (see Fig. 2.2). With the files safely


Figure 2.1 Using ea (change directory) and mid (make directory) DOS commands at the DOS prompt.
loaded onto your hard drive, remove the diskette and store it in a afte place in case it is needed in the future.

## Installing the EPIC Software

We are still in the root directory for the C drive. From here, create another subdirectory on your hard drive called epic. (If you don't like the name epic, choose another name that is more to your liking.) At the DOS prompt, enter

C:/s materic
This creates another subdirectory called epic (Fig 2.3). Now let's copy all the files on the 3.5 -in EPIC diskette into the new epic directory, as we have done for the compiler software Again assuming that your 3.5 -in disk drive is the A drive, at the DOS prompt, enter
c:/s xcopy a: * epic /s
This command copies all the files on the EPIC diskette, including the subdirectories, into the epic subdirectory as shown in Fig. 2.3. With the files safely loaded onto your hard drive, remove the diskette and store it in a safe place in case it is needed in the future.

As you can see in the last figure, only two files were copied from the A drive into the epic directory. The reason is that the EPIC software is compressed in


Figure 2.3 Creating epic directory and copy files into it.
the executable file epic203.exe. To run this program and decompress the files first move into the epic subdirectory by typing in

C: ca epic
at the DOS prompt and hitting the Enter key (see Fig. 2.4). The DOS prompt will change to C : ${ }^{\text {epics. To run the program type in "epic203" at the DOS }}$ prompt, hit the Enter key (see Fig. 2.5). When I executed the program, it issued a warning (see the bottom of Fig. 2.5) that a readmetxt file already exists. Overwrite ( $\mathrm{y} / \mathrm{n}$ ) ? Answer y .

## PIC Applications Directory

It would be a good idea if we created another subdirectory to store all our PICMicro application programs. This will keep all our pictools and epic directories clean, neat, and uncluttered. If you are performing these commands in the sequence they appear in the book you are currently in the epic subdirectory. We need to move back to the root directory before we do anything more. Use the cd (change directory) command to move back into the root directory, enter cd.
a: epics ed.
At the DOS prompt, hit the Enter key (see Fig. 2.6). The DOS will change to $C_{\text {: }}>$ signaling we are in the root directory. We are ready to create another


Figure 2.4 Running epic203.exe program to decompress the EPIC files.


Figure 2.5 EPIC file list inflating. Answer to overwrite Readne.txt is yes (y)
subdirectory called applics. At the DOS prompt in the root directory type in mat applics and hit the Enter key (see Fig. 2.7).

C: Mind apolics
If you don't like the name applics choose another name more to your liking. We are almost ready to write our first program.

## Path-The Final DOS Commands

Path is a DOS command that specifies a search path for program files. For example, the following command specifies that DOS is to search for files in the three directories listed in addition to the current directory:

```
path ves'pictools;c:\epio;c:\windows\command;
```

Each directory in the path command must be separated by a semicolon (;). The first backslash () indicates that the search should begin in the root directory of the current drive.

Using the above path command will allow you to run both the compiler (PBC) and the programmer (EPIC) from the applications directory (applics). This will streamline and simplify using both these programs. Without the path command you will have to copy files between directories and change directories to run programs.
$\square$
Figure 2.6 Mowing back to the root directory using the ed DOS command.



```
c:4ynd mplics
```



```
C:\>ed arplics
C:\agolicso
```

- 1 直

Figure 2.7 Greating applics directory and using the path DOS command.

The path command may be typed in at the DOS prompt and once you hit the Enter key will stay in effect for as long as the DOS window remains open (see Fig. 2.7).

For those who are familiar with DOS commands, the path command can be made permanent by entering it into or adding onto an existing path command in the autoexecbat file. For those who are not comfortable with DOS commands or changing the set-up of the computer, don't touch the autoexec.bat file. The autoexec.bat file is an important batch file that is run every time the computer starts or is reset.

If you want to learn more about DOS and the autoexec bat file to make these changes, I recommend purchasing a tutorial book on DOS.

## First Basic Program

We are now ready to write our first program. To write programs, you need a word processor or text editor. Windows users can use the Notepad program. DOS-level users can use the Edit program.

Since we want to store our programs in the subdirectory applics, the first step is to move into that directory. We will use the od (change directory) command. Enter this at the DOS prompt (see Fig. 2.8).


Figure 2.3 Using the cod command and Edit propram.

C: sed applice
Once in this directory the prompt changes to
C: 'applicg:
In this example I will be using the free Edit program package with Windows to write the program. Start edit by typing edit at the command prompt (see Fig. 2.8).

ㄷ: $\operatorname{applig} \boldsymbol{s}$ edit
This starts the edit program (see Fig. 2.9). Enter this program in your word processor exactly as it is written?

```
'Firet Bagic progiam EG wink two LEDg dommected to port B.
LOOP: High O "TUIN GIl LEJ GOnnerted to pinl RBO
    Low l "Tur'n off IED EOnnected to pin EEl
    Fgute 500 "Ilelay for'0.5 %
    LOw "Turn Off TED connected to pin EBD
    High l "Tur'n On LEN Connected to pirs FBl
    Pauge 5B0 "Delay fox 0.5 s
    Goto loop "Go back to loop anci binimk amd wink LEDs forever
    \Xinu
```

See Fig. 2.10. Save the above as a text file in the applics directory. Use the Save function under the File menu. Name the file wink bas (Fig. 2.11). The bas suftix is optional. The compiler program will load and compile the file whether or


Figure 2.9 Opening sereen of the Edit program.
not it has the bas suffix. The suffix helps us remember what type of file it is. If, by accident, you saved the file as wink txt don't get discouraged. You can do a Save As from the Edit program (under File menu) and rename the file wink.bas.

Remember, if you are using a different word processor, it is important to save the program as an ASCII or MS-DOS text file. The reason is that the compiler (the next step) requires the text file (the basic source code) in a DOS or ASCII file format. DOS and ASCII text files do not save any special formatting and print codes that are unique to individual word processors.

## Compile

The PICBasic compiler must be run from DOS or from a DOS window within Windows. If you are still working in the same DOS session we started with, skip over the next two sentences. If you just started the DOS window, enter the path command as specified earlier. Use the cd commands to move into the applics directory.

We will run the PICBasic compiler from the applics directory, type the command pbo -p16f84 wink. bas at the DOS prompt, and hit the Enter key (see Fig. 2.12).

```
C:/AFELICSSWbc -plEFS4 wink.bag
```

The compiler displays an initialization copyright message and begins processing the Basic source code (see Fig. 2.13). If the Basic source code is without


Figure 2.10 winkbas progran written asing Edit.


Figure 2.11 Sawing text file as wink.bas.


```
C:\>ma spplles
```



```
C:\rad Abplies:
C:\applicsomedit
Ci\spplicosphe -p16f89 Wink,k=3_
```

Figure 2.12 Running compiler on wink.bas file for the PIC 16F84.
errors (and why shouldn't it be?), the compiler will create two additional files. If the compiler finds any errors, a list of errors with their line numbers will be displayed. Use the line numbers in the error message to locate the line number(s) in the bas text file where the errort(s) occurred. The errors need to be corrected before the compiler can compile the source code correctly. The most common errors are with basic language syntax and usage.

You can look at the files by using the dir directory command. Type dir at the command prompt:

```
C:\AFPLICS: dir
```

and hit Enter (see Fig. 2.14).
The dir command displays all the files and subdirectories within the subdirectory where it is issued. In Fig. 2.14 we can see the two additional files the compiler created. One file, the wink asm file, is the assembler source code file that automatically initiates the macroassembler's compiling of the assembly code to machine-language hex code. The second file created is the hex code file, called wink hex.

## Programming the PIC Chip

To program the PIC chip, we must connect the EPIC programming carrier board (see Fig. 2.15) to the computer. The EPIC board connects to the printer port, also called the parallel port. (Either name may be used; they are both cor-


Figure 2.13 Compiler initialization messages and compiled program length in words.


Figure 2.14. Laoking at the two additional fjes (hex and asmy created using the DOS "dij" command.
rect.) A computer may contain up to four parallel (printer) ports. Each port is assigned a number from 1 through 4 . The computer lists these ports as LPT1 to LPT4.

If your computer has only one printer port, disconnect the printer, if one is connected, and attach the EPIC programming board using a 6 -ft DB25 cable.

When connecting the programming board to the computer, make sure there are no PIC microcontrollers installed on the board. If you have an ac adapter for the EPIC programmer, plug it in. If not, attach two tresh $9-\mathrm{V}$ batteries. Connect the Batt ON jumper to apply power. The programming board must be connected to the printer port with power applied to the programming board before starting the software. Otherwise, the software will not register the programming board as connected to the printer port and will give the error message "EPIC Programmer Not Connected."

When power is applied and the programming board is connected to the printer port, the LED programming board on the EPIC programmer board may be on or off at this point. Do not insert a PIC microcontroller into the programming board socket until the EPIC programming software is running.

## The EPIC programming board software

There are two versions of the EPIC software: EPIC.exe for DOS and EPICWIN exe for Windows. The Windows software is 32 -bit. It may be used


Figure 2.15 EPIC programming carricr board.
with Windows 95, Windows 98, and Windows NT, but not with Windows 3.X. It has been my experience that Windows 95 printer drivers often like to retain control of the printer (LPT1) port. If this is the case with your computer, the Windows epic program may not function properly, and you may be forced to use the DOS-level program. If you receive the error message "EPIC Programmer Not Connected" when you start the Windows EPIC program, you have the option of either troubleshooting the problem (see Troubleshooting EPIC Software, below) or using the EPIC DOS program.

## Using the EPIC DOS version

If you are using Windows 95 or higher, you can open a DOS window or restart the computer in the DOS mode If you are using Windows $3 . X X$, end the Windows session.

## Troubleshooting EPIC Software: A Few Alternatives

If your computer has a single printer port (LPT1), you can add a second (LPT2) port for a nominal amount of money. An inexpensive printer card will cost about $\$ 20.00$. If you have never added a card to your computer before, don't know the difference between an ISA or PCI, or never performed some type of system upgrade to your computer before, then I advise you to bring your computer to a computer repair/service store in your area and have them perform the upgrade.

There is no guarantee that the EPIC software will work with a second LPT port. You may still have to work at the DOS level to get it to function properly.

For instance, in order for me to run the EPIC DOS program from a DOS window in Windows 95 I needed to remove my HP (Hewlett-Packard) printer driver first (see Fig. 2.16). I opened the printer driver window and closed down (exited) the program.

Continuing with the wink.bas program
Assume we are still in the same DOS session and we have just run the PBC compiler on the wink bas program. We are still in the applics directory. At the DOS prompt, type epic and hit enter to run the DOS version of the EPIC software (see Fig. 2.17).

If you are operating out of a DOS window you may get a device conflict message box as shown in Fig. 2.18. We want MS-DOS to control the LPT port so the EPIC programming software will work. Select the MS-DOS Prompt and hit the OK button.

EPIC spening screen is shown in Fig. 2.19. Use the mouse to click on the Open button or press Alt-0 on your keyboard. Select the wink.hex file (see Fig. 2.20). When the hex file loads, you will see a list of numbers in the window on the left (see Fig. 2.21). This is the machine code for your program. On the right-hand side of the screen are configuration switches that we need to check before we program the PIC chip.


Figure 2.16 Exiting printer driver program.



```
E-tay,31 icsertic
    Velum* In dxive C hag to latel
    Noluare 5ec-al Mabmer is 103L-10ce
    Dikectery of C:Mepylice
* coIR* 11-20-sg 10:21a .
```




```
WN% BME SE3 11-20-9.9 10:3t% mank,baz
    3 file{es 1,520 bytec
```



```
E:\applicmbepte
```

    \(\operatorname{m} / \sqrt{x}\)
    Figure 2．17 Running the EPIC program from MS－DOS Prompt window．
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Figufe 2．18 Deviee Candict window．

Let's go through the configuration switches one by one.
Device: Sets the device type. Set it for 8X.
ROM Size ( $K$ ) , Sets the memory size. Choose 1.
OSC: Sets the oscillator type. Choose XT for crystal.
Watchdog Timer: Choose On.
Code Protect: Choose Off.
Power Up Timer Enable: Choose High.
After the configuration switches are set, insert the PIC 16 F 84 microcontroller into the socket. Click on Program or press Alt $\sim$ P on the keyboard to begin programming. The EPIC program first looks at the microcontroller chip to see if it is blank. If the chip is blank, the EPIC program installs your program into the microcontroller. If the microcontroller is not blank, you are given the options of cancelling the operation or overwriting the existing program with the new program. If there is an existing program in the PIC chip's memory, write over it. The machine-language code lines are highlighted as the PIC is programmed. When the operation is finished, the microcontroller is programmed and ready to run. You can verify the program if you like by hitting (or highlighting) the Verify button. This initiates a comparison of the program held in memory with the program stored in the PIC microcontroller.


Figure 2.19 EPIC programs opeming sereen.


Figure 2.20 Selecting the wink hex file.

## Testing the PIC Microcontroller

If you purchased the components described in Chap. 1, you can quickly set up the test circuit. If not, you need to purchase those components now to continue.

## The Solderless Breadboard

For those of us who have not dabbled in electronics very much, I want to describe the solderless breadboard (see Fig. 2.22). As the name implies, you can breadboard (assemble and connect) electronic components onto it without solder. The breadboard is reusable; you can change, modify, or remove circuit components on it at any time. This makes it easy to correct any wiring errors. The solderless breadboard is an important item for constructing and testing the circuits outlined in this book.

If you wish to make any circuit permanent, you can transfer the components onto a standard printed-circuit board and solder them together with the foreknowledge that the circuit functions properly.

The internal structure of the board is shown in Fig. 2.23. The holes on the board are plugs. When a wire or pin is inserted into a hole, it makes intimate contact with the metal connector strip inside. The holes are properly spaced so that integrated circuits and many other components can be plugged right in.


Figure 2.21 Wink hex file loaded into EPIC program.


Figure 2.22 Solderless breadboard.

You connect components on the board using 22 -gauge (solid or stranded) wire. I prefer to use stranded wire because it has greater flexibility.
The complete internal wiring structure of the board is shown in Fig. 2.24 The $X$ and $Y$ rows are typically used as power supply and ground connections. The columns below the X row and above the Y row are used for mounting components.


Figure 2.23 Internal structure of the solderless breadboand.


Figure 2.24 Complete internal wiring of golderless breadboard.

## Three Schematics, One Circuit

Figures 2.25, 2.26, and 2.27 are identical schematics of our test circuit. I drew three schematics to help orient experimenters who may not be familiar with standard electrical drawings. Figure 2.25 shows how the PIC 16F84 microcontroller and components appear. There is a legend at the bottom that shows the electrical symbols and the typical appearance of the components. Figure 2.26 is a line drawing showing how the components appear mounted on the solderless breadboard. The labels in Fig. 2.26 point out each electrical component.

If you examine the placement of the components mounted on the solderless breadboard with its internal electrical wiring (Fig. 2.24), you can see how the components connect to one another and produce a circuit.


Figure 2.25 First riew of components mounted on breadboard.

Figure 2.27 is the same schematic drawn as a standard electrical drawing, with the pin numbers grouped and oriented according to function. For the remainder of the book, standard electrical drawings will be used.

The schematic shows how few components are needed to get your microcontroller up and running. Primarily you need a pull-up resistor on pin 4 (MCLR), a $4-\mathrm{MHz}$ crystal with two $22-\mathrm{pF}$ capacitors, and a $5-\mathrm{V}$ power supply.

The two LEDs and two current-limiting resistors connected in series with the LEDs are the output. They allow us to see that the microcontroller and program are functioning.

Assemble the components on the solderless breadboard as shown in the schematic (see Fig. 2.27). When you are finished your work should resemble Fig. 2.28.

While the specifications sheet on the 16 F 84 states that the microcontroller will operate on voltages from 2 to $6 \mathrm{~V}, \mathrm{I}$ provide a regulated 5 -V power supply for the circuit. The regulated power supply consists of a 7805 voltage regulator and two filter capacitors.


Figure 2.26 Second view of components mounted on bueadbourd.

- Capacitors cameated to cryetals are 2 p pF


Figure 2.27 Electrical schematic of wink project.

## Wink

Apply power to the circuit. The LEDs connected to the chip will alternately turn on and off. Wink... wink... Now you know how easy it is to program these microcontrollers and get them up and running.
As you gain experience, using the compiler and programmer will become second nature. You won't even consider them as steps anymore. The real challenge will be writing the best PICBasic programs possible. And that is as it should be.


Figure 2.23 Plootograph of wink project.

## Troubleshooting the Circuit

There is not too much that can go wrong here. If the LEDs don't light up, the first thing I would check is the orientation of the LEDs. If they are put in backward, they will not light.

Next check your ground wires. See the jumper wires on the right-hand side of the solderless breadboard. They bring the ground up to the two $22-\mathrm{pF}$ capacitors.

Check all your connections. Look back at Figs. 2.23 and 2.24 to see how the underlying conductive strips relate to the push-in terminals on top of the board.

## Chapter Review

Before we move on to the next chapter, let's review the important steps we have learned in programming a PIC microcontroller. We will not review the installation, because that's typically a one-time job.

This review assumes we are working from DOS.
Step 1. Upon entering DOS, if you are not in the root directory, move to the root directory using the col command ca.. or od ,
Step 2. At the DOS prompt enter the path command:


Step 3. Enter the applics directory using the ca command:

```
C:\ cd applicg
```

Step 4. Start your word processor or the Edit program:

C: Xapplicss edit
Step 5. Write the Basic program. Save the program as an ASCII-type text file. Save the file with a bas suffix (e.g., wink bas). Note that bas is optional.

Step 6. From the applics directory, run the PICBasic compiler. The command line for compiling the wink bas progran for a PIC16F84 microcontroller is as follows:

C: Xapplics poc -pl6E日4 wink. bat
The -pl 16 F 84 tells the compiler to compile the program for this particular microcontroller. The compiler is capable of writing for a large number of PIC microcontrollers you will find listed in the compiler manual. The bas after the program name is optional.

The compiler reads the bas file and, if it finds no errors, generates two files, wink.asm and wink.hex. If the compiler finds an error, the program needs to be corrected and recompiled.

Step 7. Connect the EPIC programming board to the computer's parallel (printer) port. Turn on the EPIC board power supply.

Step 8. From the applics subdirectory run the EPIC DOS program.

```
C:\applicss epic
```

Load the program's hex file. Insert a PIC 16F84 into the programming socket on the programming board. Highlight the Program button and hit the Enter key on your keyboard to program the PIC microcontroller.

Remove the PIC microcontroller chip and test it.
In the next chapter, we will look at output-programinable attributes of the 16 F 84.

## Parts List

Same components as listed for Chap. 1.

## PIC 16F84 Microcontroller

In this chapter, we begin looking at the PIC16F84 microcontroller in greater detail. What we learn about this microcontroller is applicable to most of the other PIC microcontrollers. So, while it appears that we are focusing only on the PIO16F84 microcontroller, just keep in mind that it is representative of all the other PIC microcontrollers.

What advantages do other PIC microcontrollers have over the PIC 16F84? Primarily, they boil down to two different advantages: cost and options. For instance, the 16 C 61 , while similar to the 16 F 84 , is half the cost of the 16 F 84 . However, the 16 C 61 is an OTP (one-time programmable) microcontroller. That's not the type of chip you want to work with when designing and prototyping programs and circuits because chances are that you will need to troubleshoot and reprogram the chip before everything is perfected and functions the way you want it to function.

After the prototyping stage is completed, the 16 C 61 may be the preferable choice for the mass production of a prodact Let's suppose you create a commercial product that uses a PIC microcontroller and you are going to massproduce it. Switching from the 16 F 84 to the 16 CB 4 will save you quite a bit of money.

Aside from cost, other PIC microcontrollers have unique features that the PIC16F84 doesn't have, such as analog-to-digital converters, more RAM, or more I/O lines. In this book we will focas on the 16F84, but in my next book we shall look at these other microcontrollers.

## Harvard Architecture and Memory-Mapped I/O

PIC microcontrollers use Harvard architecture. That simply means that the memory on the PIC microcontrollers is divided into program memory and data memory. The devices also use separate buses to communicate with each memory type. The Harvard architecture has an improved bandwidth in comparison to traditional computers that use the von Neumann architecture. (von

Neumann architecture accesses data and memory over the same bus.) The Harvard architecture allows for other enhancements. For instance, instructions may be sized differently than 8 -bit-wide data.

The data memory in the PIC microcontroller can be further broken down into general-purpose RAM and the special function registers (SFRs).

The registers on the PIC 16F84 are mapped in the data memory section at specific addresses. The PICBasic language allows us to read and write to these registers as if they were standard memory bytes. This is an important concept to learn and remember. We read and write to the registers (memory location) using the Basic language's Peek (read) and Poke (write) commands. By writing numbers into the chip's registers, we program the chip I/O (via the registers) and have it perform the functions we need.

Although we read and write to the registers using our familiar decimal numbers, to understand what happens inside the register with those numbers requires a fundamental understanding of the binary number system.

## Binary Fundamentals

To access the PIC chip registers efficiently, a little binary goes a long way. Binary isn't difficult to learn because there are only two values. That's what the word binary means: "based on two," as in the two numbers 0 and 1 . Binary 0 and 1 can also be compared to an electrical signal controlled by a switch that has two values, off (0) and on (1). In binary, a digit is called a bit, which stands for binary digit.

An 8-bit digital number, or byte, can hold any decimal value between 0 and 255. In hexadecimal notation, these same values ( 0 to 255 ) are expressed as 00 to FF. We are not going to be learning hex (the hexadecimal number system), primarily because we don't need to use hexadecimal notation to write Basic programs. It's nice to know hexadecimal notation in the grand scheme of things because it is used at times, but it is not essential. What is essential at this point is to gain an understanding of binary; stay focused on this. When you understand the binary number system completely, then (and only then) if you are still interested in hexadecimal notation, there is a quick tutorial in the Appendix.

The CPU in the PIC 16F84 uses an 8-bit data bus (pathway). The registers in the PIC chip are also 8 bits wide. Thus, a byte is the perfect size to access the PIC chip registers. We will read from and write to the PIC microcontroller's registers using the decimal numbers between 0 and 255 , which can be contained in one 8 -bit byte.

However, when we write a decimal number into a register, the microcontroller can only see the binary equivalent of that decimal number (byte). To understand what's happening inside the register, we need to be able to look at the binary equivalent of the decimal number (byte) also. Once we can do this, our ability to effectively and elegantly program the PIC microcontroller is greatly enhanced.

Examine Table 3.1. This table shows the decimal- and binary-number equivalents for the numbers 0 through 31 . Using this information, the binary numbers from 32 to 255 can be extrapolated.

In the table, each decimal number on the left side of the equal sign has its binary equivalent on the right side. So when we see a decimal number, the microcontroller will see the same number as a series of 8 bits ( 8 bits to a byte).

## Registers and Ports

The PIC 16 F 84 contains two I/O ports, port A and port B. Each port has two registers associated with it, the TRIS (Tri State) register and the port register address itself.

The TRIS register controls whether a particular pin on a port is configured as an input line or an output line. Once the ports are configured the user may then read or write information to the port using the port register address. (The terms pins and lines off the PIC 16F84 mean the same thing and are used interchangeably throughout the text.)

On port $B$ we have eight $I / O$ lines available. On port A only five $I / O$ lines are available to the user. Figure 3.1 shows the relationship between a binary number and the two PIC microcontroller registers that control port B. Let's look at the binary-number side. Notice that for each move of the binary 1 to the left, the exponential power of 2 is increased by 1.

TABLE 3.1 Binary Number Table

| $0=00000000$ | $16=00010000$ | $32=00100000$ |
| :--- | :--- | :--- |
| $1=00000001$ | $17=00010001$ |  |
| $2=00000010$ | $18=00010010$ |  |
| $3=00000011$ | $19=00010011$ |  |
| $4=00000100$ | $20=00010100$ | $64=010000000$ |
| $5=00000101$ | $21=00010101$ | - |
| $6=00000110$ | $22=00010110$ |  |
| $7=00000111$ | $23=00010111$ | - |
| $8=00001000$ | $24=00011000$ | $128=100000000$ |
| $9=00001001$ | $25=00011001$ | - |
| $10=00001010$ | $26=00011010$ |  |
| $11=00001011$ | $27=00011011$ | - |
| $12=00001100$ | $28=00011100$ | $255=11111111$ |
| $13=00001101$ | $29=00011101$ |  |
| $14=00001110$ | $20=00011110$ |  |
| $15=00001111$ | $31=00011111$ |  |

## Port B

## TRISB Decimal 13486 Hex

Port B Decimal 6
06 Hex


Figure 3.1 Port B I/O linee and registers.

| Bit \# | Decimal | Binary |
| :--- | :---: | :---: |
| Bit. 0 | $1=$ | 00000001 |
| Bit 1 | $2=$ | 00000010 |
| Bit. 2 | $4=$ | 00000100 |
| Bit 3 | $8=$ | 00001000 |
| Bit. 4 | $16=$ | 00010000 |
| Bit 5 | $32=$ | 00100000 |
| Bit 6 | $64=$ | 01000000 |
| Bit 7 | $128=$ | 10000000 |

These are relevant numbers, because each position identifies a bit location and bit weight within the 8 -bit byte.

For instance, suppose we wanted to write binary 1s at the RB7 and RB4 locations. To do so, we add their bit weights together, in this case 128 (RB7) and 16 (RB4), which equals 144 . The binary equivalent of decimal number 144 is 10010000 . If you slide that number into the register, you will see that the binary $1 s$ are in the RB7 and RB4 positions. Remember this; it is important.

The open TRISB register shown in Fig. 3.1 may be used to examine numbers placed in the TRISB. The port B register may be used to examine numbers placed at the port B register.

Notice the correlation between the register bit locations, bit weights, and port B I/O pins. This correspondence between the bit number, bit weight, and the I/O line is used to program and control the port. A few examples will demonstrate this relationship.

## Using the TRIS and port registers

The TRIS register is a 1 -byte (8-bit) programmable register on the PIC 16 F 84 that controls whether a particular $\mathrm{L} / \mathrm{O}$ pin is configured as an input or an output pin. There is a TRIS register for each port. TRISA controls the I/O status for the pins on port A and TRISB controls I/O status for the pins on port B.

If you place a binary 0 at a bit location in TRISB for port $B$, the corresponding pin location on port $B$ will become an output pin. If you place a binary 1 at a bit location in the TRISB, the corresponding pin on port $\mathbf{B}$ will become an input pin. The TRISB data memory address for port $\mathbf{B}$ is 134 (or 86h in hex).

After port B has been configured using TRISB register, the user can read or write to the port using the port $B$ address (decimal number 6).

Here is an example. Suppose we want to make all port B lines output lines. To do so we need to put a binary 0 in each bit position in the TRISB register. So the number we would write into the register is decimal 0 . Now all our I/O lines are configured as output lines.

If we connect an LED (light-emitting diode) to each output line, we can see a visual indication of any number we write to the port $B$. If we want to turn on the LEDs connected to RB2 and RB5, we need to place a binary 1 at each bit position on the port B register. To accomplish this we look at the bit weights associated with each line. RB2 has a bit weight of 4 , and RB5 has a bit weight of 32 . We add these numbers together $(4+32=36)$ and write that number into the port B register.

When we write the number 36 into the port $\mathbb{B}$ register, the LEDs connected to RB 2 and RB 5 will light.

To configure port A, we use the TRISA register, decinal address 133 (see Fig. 3.2). On port $A$, however, only the first 5 bits of the TRISA and the corresponding I/O lines (RA0 to RA4) are available for use. Examine the I/O pin out on the 16F84 and you will find that there are only five I/O pins (RA0 to RA4) corresponding to port A. These pins are configured using the TRLSA register and used through the port A address.

| Register | Memory lacation <br> (hexadecimal) | Memory location <br> (decimal) |
| :--- | :---: | :---: |
| PortA | $05 h_{3}$ | 5 |
| Port B | $06 h_{3}$ | 6 |
| TRISA | $85 h_{3}$ | 133 |
| TRISB | $86 h_{3}$ | 134 |

## Port A

## TRISA Decimal 13385 Hex Port A Decimal 505 Hex



Flgure 3.2 Port A IO lines and registers.

On power-up and reset, all the $\mathrm{I} / \mathrm{O}$ pins of port B and port A are initialized (configured) as input pins. Of course, we can change this with our program.

Here is another example. Let's configure port $B$ so that bit 7 (RB7) is an input pin and all other pins are output lines. To place binary 0 s and $1 s$ in the proper bit location, we use the bit weights shown in Fig. 3.1. For instance, to turn bit 7 on (1) and all other bits off ( 0 ), we would write the decimal number 128 into the TRISB for port B. In Basic, the command to write to a register is the Poke command. The program line to write the decimal value 128 into the TRISB register will look like

Ecke 134, 12日
The number after the Poke command is the memory address that the command will write to-in this case, 134 , which is the data memory address of the TRISB for port B . The next number, after a comma is the value we want to write in that memory address. In this case, it is 128.

Look at the binary equivalent of the decimal number 128:

$$
10000000
$$

Mentally place each 1 and 0 into the TRISB register locations shown in Fig. 3.1. See how the 1 fits into the bit 7 place, making that corresponding line an input line, while all other bit locations have a 0 written in them, making them output lines.

So by pokeing (writing) this location with decimal number that represents a binary number containing the proper sequence of bits ( 0 s and 1 s ), we can configure the pins in the port to be any combination of outputs and inputs that
we might require. In addition, we can change the configuration of the port "on the fly" as the program is running.

To summarize, pokeing a binary 1 into the TRIS register turns that corresponding bit/pin on the port to an input pin. Likewise, pokeing a binary 0 will turn the bit into an output.

## Accessing the Ports for Output

Once the port lines have been configured (input or output) using the TRIS register, we can start using the port. To output a binary number at the port, simply write the number to the port using the Poke command. The binary equivalent of the decimal number will be outputted as shown in our first example. To output a high signal on RB2, we could use this command:

Poke E, 4
where 6 is the memory address for port $B$ and 4 is the decimal equivalent of the binary number we want to output. Reading input information on the ports will be discussed in Chap. 4.

## Electrical Binary, TTL, and CMOS

When a pin on port B (RB0 to RB7) is configured as an input line, the microcontroller can read (via the Peek command) the electrical voltage present on that input pin to determine its binary value ( 0 or 1 ).

When a pin on a port is configured as an output, the microcontroller can raise the voltage on that pin to +5 V by placing a binary 1 at the bit location on the port. A binary 0 at the bit location will output a zero voltage.

When a pin (or bit) is set to 1 it may be called "on," "set," or "high." When a bit is set to 0 that may be called "off," "cleared," or "low."

In TTL logic, electrically, a binary 1 is equal to a positive voltage level between 2 and 5 V . A binary 0 is equal to a voltage of 0 to 0.8 V . Voltages between 0.8 and 2 V are undefined.

CMOS has a slightly different definition. Input voltages within 1.5 V of ground are considered binary 0 , whereas input voltages within 1.5 V of the $+5-\mathrm{V}$ supply are considered binary 1 .

Digital logic chips (TTL and CMOS) are available in a number of subfani-lies-CMOS: $4000 \mathrm{~B}, 74 \mathrm{C}, 74 \mathrm{HC}, 74 \mathrm{HCT}, 74 \mathrm{AC}, 74 \mathrm{ACT}$, and TTL: 74 LS , $74 \mathrm{ALS}, 74 \mathrm{AS}, 74 \mathrm{~F}$. These differences become important when you need to make different logic families talk to one another.

CMOS devices swing their outputs rail-to-rail so $+5-\mathrm{V}$ CMOS can drive TTL, NMOS, and other $+5-\mathrm{V}$-powered CMOS directly. [The exception to this is old-fashioned CMOS ( $4000 \mathrm{~B} / 74 \mathrm{C}$ ). J TTL devices on the other hand may not output sufficient voltage for a CMOS device to see a binary 1 , or "high" signal.
This could have been a problem, since the PIC 16 F 84 is a CMOS device. The designers of the PIC were thoughtful enough to buffer the IO lines with TTL buffers, thus allowing the PIC I/O lines to accept TTL input levels while outputting
full CMOS voltages．This allows us to directly onnect TTL logic devices，as well as CMOS devices，to our PIC microcontroller without difficulty．

## Counting Program

To illustrate many of these concepts，I have written a simple Basic program． It is a binary counting program that will light eight LEDs connected to port B ＇s eight output lines．

The counting program will light the LEDs in the sequence shown in the binary number table．Each binary 1 in a number in the table will be repre－ sented with a lit LED．Every $250 \mathrm{~ms}(/ 4 \mathrm{~s})$ ，the count increments．After reach－ ing the binary number 255 （the maximum value of a byte），the sequence repeats，starting from zero．

## Counting in binary by one

Enter the following program into your word processor exactly as it is written． Save it as an ASCII text file（or DOS text）with the bas extension．

```
'SEOgratn 3.1, Binary Comnting
'Initialize Var゙iableg
Symbol TRISE = \34 'Agsign TRISE EOM port E EG Gecimal value Of 134
Symbol BortE = 后 'Agsign the variable porte to the decimal value E
'Initialize Portt{s}
Poke TRISE, 0 b get port e pins to output
100p:
FOL BO= 5 5O 255
Poke FortE, B口 'Place Bo value at port ts ligtit EBDg
Pauge 250 'Without ponge, countimg proceede tov fast to ece
Next Ed "Next Ed value
Goto lomp
'end
```

Let＇s look at the program and decipher it line by line．The first two lines are comments，which begin witli at single quotation mark（＇）．

「Erogram 3．1，Bintary Comiting
－Initialize var゙abolea
The compiler ignores all text following a quotation mark．You should use comments liberally throughout your Basic code to explain to yourself what you are doing and how you are doing it．What appears obvious to you when you are writing a program will become obscure a few months later．All com－ ments are stripped when the program is compiled into hex and asm files， so you can add as many comments as you like－they do not take up any pro－ gram space．

The following two lines initialize two important variables．The TRISB is assigned the decimal value of 134 and the port B represents the port B address，decimal value of 6 ，for subsequent use in the program． Technically，we don＇t need to initialize these variables．We could write the
decimal equivalent (number 134) instead of using the TRISB variable when needed by the program. So if we wanted, we could write pOKE 134 , XX instead of POKE TRISA, XX. However, when initializing variables, especially in more complex programs, using a mnemonic variable for decimal values makes writing the programs and following the logic easier and less error-prone.

```
Symbol TRISE = 134 'Assign TRISE EOM port E EG decimal value of l34
Symbol PortB = 6 'Assign Elu variable Foreb the decimal value 隹
```

The variable TRISB now represents a decimal value of 134 , and the variable PortB now represents a decimal value of 6 . Hereafter in the program, we can refer to TRISB without needing to remember its numerical value, and the same is true for PortB. The comments following each instruction provide valuable information on what each command is doing.

```
'Initialize FO&゙E{S}
```

This is a comment that tells what is to follow.

```
Poke TRISE, 0 t get all pott e pirg to outout
```

The following line is the command that initializes port B with a zero, making all the port B lines output lines.
loop:
This line contains a label called loop. The word loop is clearly identifiable as a label because of the colon () following the word. Labels can be referred to in the program for jumps (Goto's and on value) and subroutines (Gosub's).

FOL BO = 0 20 255
This line defines our variable B0. In standard Basic, this line would probably read for $x=0$ to 255 . In this line we are using one of PICBasic's predefined variables, B0. The 16F84 has a limited amount of RAM that can be accessed for temporary storage. In the case of the 16 F 84 , there are 68 bytes of RAM. Of this total area of 68 bytes of RAM, 51 bytes are avalable for user variables and storage.

## User-available RAM

RAM may be accessed as bytes (8-bit numbers) or words (16-bit numbers). PICBasic has predefined a number of variables for $u s$. Byte-sized variables are named $\mathrm{B} 0, \mathrm{~B} 1, \mathrm{~B} 2, \mathrm{~B} 3, \ldots, \mathrm{~B} 51$. Word-sized variables are named W0, W1, $W 2, \ldots$, W25. The byte and word variables use the same memory space and overlap one another.

Word variables are made up of two byte-sized variables. For instance, W0 uses the same memory space of variable bytes B 0 and B 1 . Word variable W1 is made up of bytes B2 and B3, and so on.

| Word variables | Byte variables | Bit |
| :---: | :---: | :---: |
| W0 | B0 | Bit0, Bit1,..., Bit 7 |
| W1 | B 1 | Bit8, Bit9,.., Bit15 |
|  | B 2 |  |
| W2 | B 3 |  |
|  | B 4 |  |
| W39 | B 5 |  |
|  | $\ldots$ |  |
|  | $\mathrm{B78}$ |  |

The variables may be used for number storage. The variables may also be given a name that has meaning in the program by using the command Symbol. For instance we could rename our variable B 0 to X to make this program read more like a standard Basic-language program.

We used the Symbol command in the beginning of the program to store the variables TRISB and PortB.

If you write a program that uses more variables than the PIC microcontroller has RAM to store, the PICBasic compiler will not generate an error when it compiles the program. Your program will simply not function properly. It is up to you to keep track of how many variables are being used in the program. For the 16 F 84 , you may use up to 51 bytes or 25 words, or a combination of both.

When you program other PIC microcontrollers, check their data sheets to see how much RAM they have available.

```
poke EortB, BO 'Flace bo value at port to light EmDe
```

This line writes the value B 0 to PortB. Any binary 1 s in the number are displayed by a lit LED.

```
Pauge 250 'Without palac, counting proceeds tog fase to see
```

This line makes the microcontroller pause for $250 \mathrm{~ms}(1 / 4 \mathrm{~s}$ ), allowing us enough time to see the progression.

```
Next EO "Next B0 value
```

This line increments the value of $B 0$ and jumps up to the For $B O=0$ to 255 line. If the value of B0 equals the end value declared in the line (255), the program drops to the next line.

GOLO loop
When B0 equals 255, the for next loop is finished and this line directs the program to jump to the label loop, where the B 0 value is reinitialized and the number counting repeats, starting from zero.

Figure 3.3 shows the schematic for this program. Figure 3.4 is a photograph of this project. Notice that I used a second solderless breadboard to hold the resistors and LEDs so I wouldn't have to squeeze everything onto a single breadboard.

## Programming challenge

Rewrite the last program, renaming the B 0 variable X . This will make the program appear more like a "standard" Basic-language program. The programming answer is given in the Appendix.

## Counting Binary Progression

The last program was informative. It showed us how to output electrical signals via port $B$. Those electrical signals may be used for communication and/or control. As we shall learn in future chapters, an electrical signal off one pin can control just about any household electrical appliance.

We are not yet finished with our simple circuit. With a little programming modification, we can have the same circuit perform a binary progression instead of binary counting. What's the difference between a binary progression and counting? The binary progression lights each single LED in sequence, starting with the first LED, then the second LED, and so on until the last LED is lit, after which the progression repeats. When the LEDs are arranged in a straight line, it looks as if the lit LED travels from one end of the straight line to the other. If the LED lights were arranged in a circle, the lit LED would appear to travel in a circle.

```
'Frogram 3.2, Binary Progression Counting
'ImiLialize variablec
Symbol TRISE = 134 'Assign TRISB port E to l34
Symbol Porte = E "Assign the variable porte the decimal value E
'Initialize Port{a!
Foke TRISE, 0 " Set port e ping to output
1oop:
BO = 1 "Setvariainle to l to start counting
```

* Lapacitara cormected to Crystule are $22_{p} F$


Flgure 3.3 Schematic for LED counting project.


Figure 3.4 Photograph of LED counting purpicct.

```
```

Bl=0

```
```

Bl=0
Poke PortE, BD
Poke PortE, BD
Pauser 250
Pauser 250
FOF B2 = DEG
FOF B2 = DEG
Bl = EO * 2
Bl = EO * 2
BO = El
BO = El
Poke EOrtE, BD
Poke EOrtE, BD
Pauge 250
Pauge 250
Next EZ
Next EZ
Goto loop

```
```

Goto loop

```
```

```
Set variable to b
'Place Bo value at port to light LEDe
Without pause, this Proceads toO fact to gee
Calculate next mimary progressive number
Set Bo EO new valum
'Place new value at port EO light LEDg
'Without pause, counting proceeds too fagt to gee
"Next loop value
```


## Programming challenge

Can you rewrite the binary sequence program above so that the LEDs light in sequence, but do not turn off until all the LEDs are lit, after which the cycle repeats? The answer is given in the Appendix.

## Basic High and Low Commands

The way we have defined outputting information thus far is the most powerful and elegant way to do so. However, it is not the easiest. The PICBasic compiler has two Basic-language commands for outputting information on any of the Port B pins, High and Low.

These commands are limited to port $B$; they will not work on port $A$ lines. So if your knowledge of the Basic language did not include the Poke command and an understanding of binary, you would be unable to use the five I/O lines to port A.

The High command makes the specified pin output high. The pin so defined is automatically made into an output pin. This works only with port $B$ pins 0 to 7 . The command structure is as follows:

High Pin
So the command
migh o
makes pin 0 an output pin and sets it high ( +5 V).
The Low command makes the specified pin output low. The pin so defined is automatically made into an output pin. This works only with port $B$ pins 0 to 7. The command structure is as follows:

```
LOw P目
```

So the command

## LOW 0

makes Pin 0 an output pin and sets it low ( 0 V ).
The High and Low commands are quick and easy commands to use and do have their usefulness. Real programming power and versatility is obtained using the Poke command. Don't believe it? Try rewriting our simple binary counting programs using just the High and Low commands. Call me when you're done.

As a sample program that uses the High and Low commands, here is the first program we worked with from Chap. 2.

```
LOOP: High B 'Turrt on EgD comnected to pin RBO
    LON 1 THrH OEF LED GOnmedted EO pinl REl
    Pause 500 ' Delay for 0.5 s
    LOW 0 ' THIN OEE LED COMmECtEd EO Nim RED
    High 1 THEM Bn LED Gomnecterd to pin FBl
    Fauge se0 2 Delay for 0.5 s
    Goto loop 'Go back to logp and wlink and wink HEDu EOrevar
    Enri
```


## Programming Review

Before we proceed to the next chapter, lets take time to review the key programming concepts we have used in the last few programs.

## Comments

Use comments liberally when writing your programs. Use them to describe the logic and what the program is doing at that particular point. This will allow you to follow and understand the program's logic long after you have written
(and probably forgotten) the program. Comments begin with a single quotation mark ( ${ }^{2}$ ) or with the word REM. The compiler ignores all characters on the line following the quotation mark or the keyword REM.

## Identifiers

Identifiers are names used for line labels and symbols. An identifier may be any sequence of letters, digits, and underscores, but it must not start with a digit.

Identifiers may be any number of characters in length; however, the compiler will recognize only the first 32 characters.

Identifiers are not case-sensitive, so the labels LOOP:, Loops, 1OOP:, and loop: will be read equivalently.

## Line labels

Labels are anchor points or reference points in your program. When you need the program to jump to a specific program location through either a Goto, Gosub, or Branch, use a label. Labels are easy to use. Use a descriptive word (identifier) for a label, such as the word loop: that we used in Programs 3.1 and 3.2. Loop is descriptive inasmuch as it shows the main loop point for the program.

Labels are identifiers followed by a colon (o).

## Symbols

Symbols help to make our programs more readable. They use identifiers to represent constants, variables, or other quantities. Symbols cannot be used for line labels.

In our programs, we used the symbol TRISB to represent the decimal number 134. The number 134 is the data memory address for the TRISB register for port B. The symbol PortB represents the memory address for port B. Symbols are easier to remember than numbers. Here are a few examples of the symbol keyword usage.

Symbol
Symbol
symbol
symbol

```
Five= 5 'Symu゙mid emnatsme
Wumber' = WZ 'Nameci wor゙clvalilable
BValue = BiTB "Wameri bit var"sinle
AKA = Evalue 'rti aliag for' Bvalue
```


## Variables

Variables are temporary storage for your program. A number of variables have been predefined for usage in your programs. Byte-sized (8-bit) variables are named $\mathrm{B} 0, \mathrm{~B} 1, \mathrm{~B} 2$, and so on. Word-sized ( 16 -bit) variables are named W0, W1, W2, and so on.

Remember these variables overlap and use the same memory space.

The word variables are made up of two byte-sized variables. For instance, the 16 -bit W0 is made up of the two smaller 8 -bit B 0 and B 1 variables, W1 is made up of B2 and B3, and so on.
Any of these variables can be renamed to something more appropriate to a program using the Symbol command.
Take special note of variables B 0 and B 1 because we can read their individual bits (Bit0, Bit1,... Bit15). The ability to read the bits in these variables is very attractive for many bit-checking applications. Since the word variable Wo is composed of the two bytes B 0 and B 1 , the bit-checking commands will also work with this word variable.
Read the specification sheets on the PIC microcontrollers to determine how much free RAM is avalable. The 16 F 84 has 68 bytes of free RAM, of which 51 bytes are available to the user.

## Reading Input Signals

The programs we have written thus far have dealt only with outputting binary signals that we can see using the LEDs. While this is extremely important, it is also just as important to be able to read input off the lines. The status (binary state 0 or 1 ) of a line (signal) may be a digital signal or a switch. In the next chapter, we will examine inputting signals to our PIC microcontroller.

This page intentronally left bank

## Reading I/O Lines

In the last chapter, we stadied outputting binary numbers (information) to port B and viewing the information using miniature red LEDs. In this chapter, we will be inputting binary information.

The ability of our microcontroller to read the electrical status of its pin(s) allows the microcontroller to see the outside world. The line (pin) status may represent a switch, a sensor, or electrical information from another circuit or computer.

## The Button Command

The PICBasic compiler comes equipped with a simple command to read the electrical status of a pin called the Button command. The Button command, while useful, has a few limitations. One limitation of this command is that it may be used only with the eight pins that make up port $B$. The I/O pins available on port A cannot be read with the Button command. Another limitation is that you cannot read multiple pin inputs at once, but only one pin at a time.

We will overcome these Button command limitations later on, using the Peek command. But for the time being, let's use and understand the Button command.

As the name implies, the button command is made to read the status of an electrical "button" switch connected to a port B pin. Figure 4.1 shows two basic switch schematics, $a$ and $b$, of a simple switch connected to an L/O pin.

The Button command structure is as follows:
E"ut Eon Pin, Dowt, Delayr Rate, Var, Ackion; Iabel

| Pin | Pin number ( 0 to 7), port B pins only. |
| :--- | :--- |
| Down | State of pin when button is pressed (0 or 1). |
| Delay | Cycle count before auto-repeat starts (0 to 255 ). If 0, no debounce or auto- |
|  | repeat is performed. If 255 , debounce but no auto-repeat is performed. |
| Rate | Auto-repeat rate (eycles between auto-repeats), (0 to 255). |



Figure 4.1 马witehes connected to I/O line (pin).

Var Byte-sized variable used for delay/repeat countdown. Should be initialized to 0 prior to use.
Action State of button in order to perform Goto ( 0 if not pressed, 1 if pressed).
Label Point at which execution resumes if Action is true.
Let's take another look at the switch schematic in Fig. 4.1 before we start using the button switch to visualize how the switches affect the I/O pin electrically.
The switch labeled A in Fig. 4.1 connects the I/O pin to a $15-\mathrm{V}$ power supply through a $10,000-\Omega$ resistor. With the switch open, the electrical status of the I/O pin is kept high (binary 1). When the switch is closed, the I/O pin connects to ground, and the status of the I/O pin is brought low (binary 0).
The switch labeled B in Fig. 4.1 has an electrical function opposite the switch labeled $A$. In this case, when the switch is open, the $1 / O$ pin is connected to ground, keeping the I/O pin low (binary 0). When the switch is closed, the I/O pin is brought high (binary 1).

In place of a switch, we can substitute an electrical signal, high or low, that can also be read using the Button command.
Typically the Button command is used inside a program loop, where the program is looking for a change of state (switch closure). When the state of the I/O pin (line) matches the state defined in the Down parameter, the program execution jumps out of the loop to the Label portion of the program.

## Debouncing a switch

Debouncing is a term used to describe eliminating noise from electric switches. If you took a high-speed electrical photograph, off an oscilloscope, of an electric switch closing or opening, the switch's electric contacts make and break electric connections many times over a brief ( 5 - to $20-\mathrm{ms}$ ) period of time. This making and breaking of electric contacts is called bounce because the contacts can be easily visualized as bouncing together and separating. Computers,
microcontrollers，and many electronic circuits are fast enough to see this bouncing as multiple switch closures（or openings）and respond accordingly． These responses are typically called bounce errors．To circumvent these bounce errors，debounce circuits and techniques have been developed．

The Button command has debounce features built in．

## Auto－repeat

If you press a key on your computer keyboard，the character is immediately displayed on the monitor．If you continue to hold the key down，there is a short delay，following which a stream of characters appears on the screen．The Button command＇s auto－repeat function can be set up the same way．

## Button example

To read the status of a switch off $1 / 0$ pin 7 ，here is the command we will use in the next program：

```
ButE0n 7, 0,254,0, B1, 1,100p
```

The next program is similar to Program 3.1 in Chap．3，inasmuch as it per－ forms binary counting．However，since we are using PB7（pin 7）as an input and not an output，we lose its bit weight in the number we can output to port B．The bit weight for pin 7 is 128 ，so without pin 7 we can display only num－ bers up to decimal number 127 （ $255-128=127$ ）．This is reflected in the first $\operatorname{loop}(\operatorname{pin} 7 / b i t 7=128)$ ．

The program contains two loops；the first loop counts to 127 ，and the current number＇s binary equivalent is reflected by the lit LEDs connected to port B ． The loop continues to count as long as switch SW1 remains open．

When SW1 is closed，the Button command jumps out of loop 1 into loop 2 ． Loop 2 is a noncounting loop in which the program remains until SW1 is reopened．You can switch back and forth between counting and noncounting states．
Figure 4.2 is a schematic of our button test circuit．The difference between this schematic and the schematic used in Chap． 3 is that we added a $10 \mathrm{k} \Omega$ resistor and switch to pin 7 and removed the LED（see Fig．4．3）．

```
` Progratm 4.l
Symbol POrtE = 6 'get FORtE to io
`Initialize For゙e{s}
Poke TRIS日,12日
loopl:
FOR BO = 0 to 127
Poke Portm, B口
ButEon 7,0,254, B, Bl, 1, 100p2
Next EO 'Wexe EO value
Goto loppl
```

Symbol TRISE = 134 "Set TRISE tO 134
El = 0 'set Buteori variable Eo b:
Pause 250 'Thithout pause, counting 1s too fast Eo Eee
1oop2: $\operatorname{second} 100 p-n o t$ counting

- Fupostars comectied to erysta a ark gepfo


Flgure 4.2 Schematic of test button circuit.


Figure 4.3 Photograph of test button circuit.

```
EOke porte, " Turn OFF a`l LEDE
Bl= 0 "Set Euttotu var゙izrile EO zero before use
Buteon 7,1,254, B,Sl,l, 100%l "Check Euttoth status-iE cpen, jump back
Goto loop2
```

When the program is run, it begins counting. When the switch is closed, all the LEDs turn off and it stops counting. When the switch is opened, the counting resumes, starting from 0 .

## Dynamic Changes

The previous program used one switch to start and stop the counting function. Now let's use two switches to dynamically modify the program as it is running. What dynamic modification could we make? How about changing the timing delay?
Now we need two switches: one switch to decrease the delay to make counting go faster, and the other switch to increase the delay to make it go slower. To connect another switch, we need to borrow another port B line. I decided to use line PB6, to monitor another switch status (see schematic in Fig. 4.4 and photograph of project in Fig. 4.5). The switch connected to PB7 incrementally increases the timing delay to a $1-\mathrm{s}$ maximum time. The switch connected to PB6 incrementally decreases the delay to approximately 10 ms . At a $10-\mathrm{ms}$ time delay, the LEDs will be counting so fast it will appear as if all the LEDs were lit simultaneously.

```
MEMOgTam 4.2
Symbol TRISE = 134 "Set TRISB to 134
Symbol TRISE = 5 'Set FOrtB to i
Sl = O&E2 = O
Symbol Aelay = W
W4 = 250
'Initialize Porcts
Poke TRISE,192
100pl:
FOr BO = 0 セ0 63
EOke Torts, BO
Pauge cielsy
Bl = 0. B2 = B
ButEon 7,0,1, ए,B1;1; loce2
Butemi E,O, I, D,B2, 1, loov3
Next EO
Goto loopl
1ogp2:
delay = Gelay + 10 'Increase delay by lo ms
Bl = O: Fguse 100
ButEOM 7,1,1,B,B1,1, loogl
If delay = lobo Then holdl 'don"t go over l-s delay
Goto loop2
```

```
'Gheck button scatus-if opered, jump
```

'Gheck button scatus-if opered, jump
`imoreasing `imoreasing

```
`Initialize delay variabie
```

`Initialize delay variabie 'Initialize variable to 250-ma delay 'Initialize variable to 250-ma delay 'Set Port E pime 0-5 Eo output, pine g and I to 'Set Port E pime 0-5 Eo output, pine g and I to 'imput 'imput 'Main counting loop 'Main counting loop `Flace Bo value at pore Eo light EEDa
`Flace Bo value at pore Eo light EEDa
'Without pause, counting is too fast to see
'Without pause, counting is too fast to see
'set to o before using in Button command
'set to o before using in Button command
'Check swl status - if cloged jump
'Check swl status - if cloged jump
Gelay the same
Gelay the same
'Cheok SW2 status-if gloger, jump
'Cheok SW2 status-if gloger, jump
'delay the same
'delay the same
'Next Bo value
'Next Bo value
'loopz increases Eime delay
'loopz increases Eime delay
'Increase delay by 10 ms

```
'Increase delay by 10 ms
```

* Cabocitars connected to aryatale ane edpf.


Figure 4.4 Schematic of multiple bution test circuit.


Figure 4.5 Phatograph of multiple button test circuit.

```
Ioops: 'second lonp cerreases delay
delay = felay - 10 'Decreage delay oy lD ma
B2 = 0&Ta|fe 10B
```



```
'cecreasing
If delay & 20 Thar hondz 'Not legs than lo-ms delay
Goto loop3
Moldl: 'Msintairn delay at mpper' limit
delay = 1000 'msxittbitimelay
Goto loop2 'Return to the sellirgg loop
Mold2: 'Maintaim deray at lower limi
delay = 10 'Minimbin delay
Goto lopps 'Return to the ealinmg loop
```


## Program 4.2 Features

We have introduced a few new program features; let's review them now before we continue. Primarily we wrote a standard Basic-language decision-making (If-Then) command line.

## If..Then

In this program, the If..Then is used to limit the upper and lower limits of the timing delay between increments in the binary counting. In standard Basic, this line would appear as

```
If delay = 1000 Them delay = 1000
```

This line would effectively limit the upper limit to 1000 ms or 1 s . However, in the PICBasic compiler language, the If..Then command cannot be used in this way. While we still have the ability to test two variables with a comparison, the Then portion of the If. Then is essentially a Goto.

```
If compariabon {and/or compsmison} Then Invel
```

If the condition is true, the program will perform a Goto to the label mentioned after Then. If the condition is false, the program continues on the next line after the If.. Then. Let's look at this using a few examples. Suppose the variable delay is equal to 1010 . The line

```
If delay 
```

would cause the progran execution to jump to the label hold 1 and continue on from there.

On the other hand, if the delay variable is equal to 990 , no action would be taken by the line

If delay $=1000$ them hoidl
and program execution would continue on to the next line.
Unlike the standard Basic language, another statement may not be placed after Then. You can only use a Label after Then.

For instance the line

```
if delay s 1000 then delay = 1000
```

is not allowed in PICBasic.
Like the standard Basic language, there are multiple comparisons available. You can use the following comparisons in the If..Then command line:

| Comparison | Meaning |
| :---: | :---: |
| $<$ | Less than |
| < $=$ | Less than or equal to |
| $=$ | Equal to |
| $<>$ | Not equal to |
| $>=$ | Greater than or equal to |
| 3 | Greater than |

All comparisons must be unsigned. The compiler supports only unsigned types. The variable in the comparison must appear on the left.

In this program, we limit the delay value in the If..Then line by jumping to a small subroutine called holdi if that condition is true. The hold subroutine performs the limit function for us.

```
If delay > 1000 Therl holdl
holdl:
delay = 1000 "Maximimidelsy
Gots loopz "Retur'r EO the Gallimy loop
```

This is a somewhat convoluted way to accomplish the task needed, but it works.

## Word variable

Notice that our delay variable is a 2 -byte word variable W4. Can you tigure out the reason why we need a 2 -byte variable? If you think it's because a 1-byte variable can hold only a maximum number of 255 , and our delay can go up to 1000 , you are right. In order to hold a number greater than 255 , we need to use at least 2 bytes. So what is the maximum number our 2 -byte variable can hold? The answer is 65,535 . If we used the maximum delay our 2 -byte W4 variable allowed, we would have to wait more than a minute ( 65.5 s) for each increment in the count.

## The Variables Used in Button

The Button command line states that the byte variable used for delay/repeat countdown should be set to initialized to zero prior to use.

## Multiple Statements-Single Line

As with the standard Basic language, we can place multiple statements on a single line. The statements must be separated by a colon (). The fourth line in program 4.2 is an example: $\mathrm{B} 1=0: \mathrm{B} 2=0$. Here we set the values of variables B1 and B2 to zero.

## Peek

We can also use the Peek command to check the status of any input line. The advantages of the Peek command are as follows: Using Peek, one can read the five $I / O$ lines of port $A$ (or the eight $L / O$ lines of port $B$ ) at once. This increases the versatility of the PIC chip and allows our program to be more concise (less convoluted), shorter, and easier to read.
To emphasize these points, letts rewrite our last program using the Peek command. This program uses the schematic shown in Fig. 4.6.

Looking at the schematic we can see the RA0 and RA1 lines are normatly kept high ( 15 V ), binary 1 through the 10 ka resistor. When a switch is closed, it connects the pin to ground and the line is brought down to (ground) binary 0 .

A photograph of this project is shown in Fig. 4.7.

```
' Frogram 4.3
'I⿰N&ialize POrt|!a!
Poke TRISE:0
```


Symbol TRISA = 133 'Set Data THredtory Regiseer port A
SYinbol worte = E 'Initlalize Portt Eo 白
Symbol Porta = 5 'Initialize Portato s
Symbol delay = W3 'Set 4 C delay varilable
W3 = 250 'Initialize delay value

```
Set port E plus as olveput
```




Figure 4.6 Schematic using Port A lines for push buttons.


Figure 4．7 Photograph of project using Port A lines for buttons．

```
Poke TRISA,3
100pl:
FOL B2 = 口 5O255
Foke vortB, B.2
palace 250
Peek Fort&, EO
If bitd=0 Then 10opz
If biEl = 0 Thera loge3
Naxt E2
Goto loopl
100p2:
FGke FOTtB,口
delay = lelay + 10
p&uge l00
If delay 3 l000 Therr holdl
Peek FOrth, EO
If bitu = I Them Iogel
Goto locpz
100pS:
Foke FortE,口
Ferk worta,B0
If bit l = I Then logol
```

Foke TRISA， 3
100pl：
FOF B2 $=$ ロ 2025
Poke FortB，dz
palat 250
Peek 玉orta，EO
If bito＝ 0 Then 100 p
If bitl $=0$ Then 100 O
Next E2
Goto loopl
FGRe FortB，
delay＝delay＋10
psuse 100
If delay 31000 Theri hoidl
If bita $=1$ Thern 10gpl
Goto loopz
100p3：
Foke worte，
If bit $1=1$ Then loepl
＂Set pith 1 and pith 2 or port A as input
＂countiry loop
＂Elace E2 value at port Eo light LEDs
＂Without pawse，zounting proceeds too fast Eo
＂照家
＂Ee日K Sh statur or Porita
＂IF siflis doced，Jump EO loopz
＂If SW2 is alosed，jump EO loop3
＂Next B：vaile
＂Repeat

＂Turir off all LEDs
＂Increase delay by 10 ms
＂Delay or tioning changes too quickiy


＂If operad，juthe badk Eo loopl
＂Repest
＂Decrement nimary aourieng ielsy
＂Turil off all LEDS
＂Eerk sw2 status on EOrEA
＂If opemed，juthe badk Eo leopl

```
Gelay = delay - 10 "Dedrease nelay by 10 ms
If delay & 10 Therr holdz "If lega thar loma, hold at lo
Goto loge3
"Fepeat
holdl:
delay = 990
Goto loop2
holdz: "Hold at lorms routine
delay=20
Goto lomp3
```

Program 4.3 may appear as large as Program 4.2 , but there is a major difference: Program 4.3 is utilizing both ports on the PIC 16F84. We can easily see the impact this has by looking at the schematic in Fig. 4.6.
In this schematic, we are using the entire port $\mathbf{B}$ to light eight LEDs. Since we can use the entire port $B$, we can count to decimal 255 . We can do this because we can connect the two switches to port A. Incidentally, I could have reduced the size of this program by eliminating the lines for the TRISA setup.
If you remember, upon start-up or reset, all port lines are configured as input lines. Since this is how we need port A set up, I could have eliminated those lines dealing with the TRISA. Instead I decided to show a standard port A setup, even though it wasn't needed in this particular application, as an example setup.

## New Features

Program 4.3 introduced a few new features. The first new command used is the Peek command. The Peek command structure is as follows: the command Peek is followed by a memory address, then a comma, then a storage variable.

```
Fenk Address, War
```

As its name implies, the Peek command allows one to wiew (or peek at.) the contents of a specified memory address. Typically the memory address "peeked at" is one of the PIC microcontroller's registers. The peeked value is stored in a variable Var defined in the command.
In this program we peeked at the input lines on port A. (Remember, the lines on port A cannot be read using the Button command.) The Peek command allows us to look at the two input lines on port A simultaneously.

Peek Porta, Bo
The Peek command can read an entire byte ( 8 bits) at once; or, as in the case of port A 5 bits, only the lower 5 bits of the peeked value are relevant.

The first 2 bytes of RAM memory, B0 and B1, are special. This is because we can test the bit values contained in each byte. If you remember, for byte B 0 , the bit variables are predefined as Bit0 through Bit7. For byte B1, the predefined bit variables are Bit8 to Bit15.

The next two commands used in the program use the bit variables to allow us to look at and test the individual bits that make up byte B0.

```
IE biEG = 0 Ther 100p2
IE bi&l = 0 Theri 100p3
```

The logic of the program follows, just before we tested the bit values we peeked PortA and saved the results in variable $\mathbf{B 0}$.

Peek EDOtA, B口
Then we tested the bits in variable B0 using the predefined Bit0 and Bit1 variables in the If..Then commands to see if a switch was closed on either line. If it was, the program jumped to the proper subroutine.

## Programming challenge

Rewrite Program 4.1 using the Peek command instead of the Button command. The solution is in the Appendix.

## Basic Input and Output Commands

In our programs, we directly wrote (using the Poke command) to the PIC microcontroller TRIS registers (A or B) to set various pins to be either input or output lines. By Pokeing the TRIS register, we are able to configure the eight pins to port $B$ at one time. In addition, and more important, we can configure the five open pins on port $A$ as well.

However, the PICBasic compiler has two Basic commands for making pins either input or output lines. These commands are Input and Output. Unfortunately, these two commands work only on port B pins.

## Input Fin

This command makes the specified pin an input line. Only the pin number itself, i.e, 0 to 7 , is specified (e.g., not Pin0).

Sample usage:
Input 2 "Makeg pirn 2 an input Bime.
The opposite of the input command is the output command,
Dutput Firl
This command makes the specified pin an output line. Only the pin number itself, ie., 0 to 7 , is specified (e.g., not Pin0).

Sample usage:
Output 0 "Makes pim 0 an output line.
Okay, we have established a foundation on PIC microcontrollers that allows us to work on applications. But before we do, I want to offer a few tips that will make programming easier.

## ZIF Adapter Sockets

If you have been programming the sample programs into a 16 F 84 , you probably realize by now that it is troublesome and inconvenient to insert the 16 F 84 microcontroller into and remove it from the standard socket on the EPIC programming board.

There is an 18-pin ZIF (zero-force insertion) socket adapter for the EPIC board that allows you to remove and insert the 16 F 84 easily and quickly (see Fig. 4.8).

I recommend purchasing the ZIF adapter because it saves a considerable amount of time and hassle, not to mention bent pins.


Figure 4. Z ZIF sockets.

## ZIF Socket

While this is not as critical as the ZIF socket adapter for the EPIC programming board, I also placed an 18 -pin ZIF socket on my solderless breadboard. This allowed me to move the PIC between testing and programming boards quickly.

## AC Adapter

The stock EPIC programming board requires two fresh $9-V$ batteries. An ac adapter that eliminates batteries is available. These three additions to your programming arsenal will make programming PIC microcontrollers easies.

## Parts List

Same domponents ans Chaps. 1 and 3 .

## Additional components

(2) $10 \mathrm{Ka}{ }^{1 / 4}-\mathrm{W}$ resistors
(2) PC mount push-button switches, normally open (N.O.)

## Optional components

ZIF socket adapter for programming board
ZIF socket for solderless breadboard
AC adapter for programming board

## PICBasic Language Reference

Before we proceed further into PICMicro applications and projects, this chapter is devoted to the PICBasic language commands that are available to us. The following is a list of PICBasic commands with a quick description. This is followed by a complete description of each command, in alphabetical order.

Branch Computed Goto (equivalent to On . .Goto)
Button Input on specified pin.
Call Call assembly language subroutine at specified label.
Eeprom Define initial contents of on-chip EEPROML
End Stop program execution and enter low-power mode.
For. Next Execute a defined For-Next loop.
Gosub Call Basic subroutine at specified label.
Goto Jump program execution to specifled label.
High Make specified pin an output and bring it high.
I2cin Read bytes from $\mathrm{I}^{2} \mathrm{C}$ device.
I2cout Write bytes to $I^{3} \mathrm{C}$ device.
If.Then Compare and Goto if specific condition is true.
Input Make specified pin an input.
Let Perform math and assign result to variable.
Lookdown Search table for value.
Lookup Fetch value from table.
Low Make specified pin an output and bring it low.
Nap Power-down processor for short period of time.
Output Make specified pin an output.
Pause Delay ( $1-\mathrm{ms}$ resolution).
Peek Read byte from PIC microcontroller register.
Poke Write byte to PIC microcontroller register.
Pot Read potentiometer on specified pin.

| Pulsin | Measure pulse width ( $10-\mu s$ resolution). |
| :--- | :--- |
| Pulsout | Generate pulse (10- $\mu \mathrm{s}$ resolution). |
| Pwm | Output pulse-width-modulated signal from pin. |
| Random | Generate pseudorandom number. |
| Read | Read byte from on-chip EEPROM. |
| Return | Return from subroutine. |
| Reverse | Reverse I/O status of pin; input becomes output and viee versa. |
| Serin | Asynchronous serial input ( 8 N 1 ). |
| Serout | Asynchronous serial output ( 8 N 1 ). |
| Sleep | Power-down processor ( $1-\mathrm{s}$ resolution). |
| Sound | Generate tone or white noise on specific pin. |
| Toggle | Make specified pin an output and toggle state. |
| Write | Write byte to on-chip EEPROM. |

## Branch

Branch offset: \{Labelo, Labeli, .... Labeix\}
Uses Offset (byte variable) to index into the list of labels. Execution continues at the indexed label according to the Offset value. For example, if Offset is 0, program execution continues at the first label specified (LabelO) in the list. If the Offset value is 1 , then execution continues at the second label in the list.

Branch Es, 〔labell, label2, labelふ!

If $\mathrm{B} 8=0$, then program execution jumps to labell.
If $\mathrm{B} 8=1$, then program execution jumps to label2.
If $\mathrm{B} 8=2$, then program execution jumps to label. 3 .

## Button



Pin Pin number (0 to 7), port B pins only.
Dows State of pin when button is pressed (0 or 1).
Deday Delay before auto-repeat begins, 0 to 255 .
Rode Auto-repeat rate, 0 to 255
Vor $\quad$ Byte-sized variable needed for delay repeat. Should be initialized to 0 before use.

Action State of pin to perform Goto (0 if not pressed, 1 if pressed).
Lobed Point at which program execution continues if Action is true.
Figure 5.1 shows the schematic for two styles of switches that may be used with this command.

```
BHEtON 0,0,255,0, ED,0,LOOP
```

This checks for a button pressed on pin 0 and does a Goto to Loop if it is not pressed.

Call

## Call Lable?

Jump to an assembly language routine named Label.

```
CaIl gEOrage
```

This jumps to an assembly language subroutine named storage. Before program execution jumps to the storage routine, the next instruction address after the Call instruction is saved. When the Return instruction is given by the storage routine, the previously saved instruction address is pulled, and program execution resumes at the next instruction after Call.

## Eeprom

Eqprom Locarion, foonscant, corstant. ..., conseane
This command stores constants in consecutive bytes in on-chip EEPROM. It works only with PIC microcontrollers that have EEPROM, such as the 16F84 and 16084 .

Eeproth 4: (10.7, 3)
This stores 10, 7, and 3, starting at EEPROM location 4

End

End


Figure 5.1 Schematic switches used for Button command.

This command teminates program execution and enters low-power mode by executing continuous Nap commands.

## For..Next

```
For Ingex = start to stop (Step [-] Inc)
    Body
Next Index
```

Index is the variable holding the initial value Start.
Start is the initial value of the variable. Step is the value of the increment. If no Step value is specified, it is incremented by 1 each time a corresponding Next statement is encountered. The Step increment value may be positive or negative. If $S t e p$ and Inc are eliminated, the step defaults to positive 1.

Stop is the final value. When Index $=S t o p$, the corresponding Next statement stops looping back to For, and execution continues with the next PICBasic statement.

Body is Basic statements that are executed each time through the loop. Body is optional and may be eliminated, as is the case in time-delay loops.

```
FOL BO= B to 127
```



```
Next EO 'Next Bo value
```

This program snippet is from Chap. 4.

## Gosub

Gosub $x$ aive
Program execution jumps to statements beginning at Labet. A Return statement must be used at the end of the Label subroutine to return program execution to the statement following the Gosub statement.

Gosub statements may be nested. However, nesting should be restricted to no more than four levels.

```
Gosub wink 'Execute alubrcutime named wink
                                    'Trogram executiom returns bo here
                                    'other programming goes here
winks 1Label wink
yigh 0 'Bringing pin 0 high ilghta LED
Pause 500 'mait 1/2 &
LON 0 'Brimging piri 0 low tur'ms OFE IED
Feturn 'Feturm to nlein rolatime
```


## Gosub nesting

Nesting is the term used to describe a second Gosub routine called from within a previous Gosub routine. Because of memory limitations Gosubs can only be nested to a maximum of four levels deep.

Goto
Goto Laber
Program execution jumps to statements beginning at Label.

```
    GOEO loot 'Ercgram evecution Jump to seatements Begimunng at
100p:
FOF bO = 1 tolo
Poke porte, bo
Nere
```


## High

```
Hlgh Pin
```

This command makes the specified pin an output pin and brings it high ( +5 V). Only the pin number itself, 0 to 7 , is specified in the command. This command works only on port $B$ pins.

High 2

```
Make pin 2. (RS2) an output pin and brimg it bigh
    ` [+5 V)
```

12cin

I2cin Controi, Addregs, Waz i, Vari
This command allows one to read information from serial EEPROMs using a standard two-wire $I^{2} \mathrm{C}$ interface. The second (, Var) shown in the command is used only for 16 -bit information. Information stored in a serial EEPROM is nonvolatile, meaning that when the power is turned off, the information is maintained.
Here is a list of compatible serial EEPROMs.

| Device | Capacity | Comtrol | Address size |
| :--- | :--- | :--- | :--- |
| $24 \mathrm{LC01B}$ | 128 bytes | 01010 xxx | 8 bits |
| $24 \mathrm{LC02B}$ | 256 bytes | 01010 xxx | 8 bits |
| $24 \mathrm{LC04B}$ | 512 bytes | 01010 xxb | 8 bits |
| $24 \mathrm{LC08B}$ | 1 K bytes | 01010 xbb | 8 bits |
| $24 \mathrm{LC16B}$ | 2 K bytes | 01010 bbb | 8 bits |
| 24 LC 22 B | 4 K bytes | 11010 ddd | 16 bits |
| 24 LC 65 | $8 K$ bytes | 11010 ddd | 16 bits |

bhb $=$ block selects bits (each blook $=256$ bytes).
$\mathrm{ddd}=$ derice selects bits.
$\operatorname{sxx}=$ don't cate.
The high-order bit of the Control byte is a flag that indicates whether the address being sent is 8 or 16 bits. If the flag is low ( 0 ), then the address is

8 bits long．Notice that EEPROMs 24LC01B to 24 LC 16 B have the flag set to zero（0）．

The lower 7 bits of Control contain a 4 －bit control code，followed by the chip select or address information．The 4 －bit control code for a serial EEPROM is 1010．Notice that in all the listed serial EEPROMs，this same 4－bit control code follows the high－bit flag．

The $\mathrm{I}^{2} \mathrm{C}$ data and clock lines are predefined in the main PICBasic library． The $\mathrm{I}^{2} \mathrm{C}$ lines are pin 0 （data）and pin 1 （clock）of port A．The $\mathrm{I}^{2} \mathrm{C}$ lines can be reassigned to other pins by changing the equates at the beginning of the $\mathrm{I}^{2} \mathrm{C}$ routines in the PBL．INC file．

Figure 5.2 is a schematic of a 24LC01B connected to a PIC 16 F 84.

```
Sytikol comtrol = 501010000
Symbol acrareges = BG 'Get variañle adrrese to BG
    ardress = 32 'Set address to equal 32
```



```
`adrimesg 32 into E2
```


## I2cout

I2cout Control，Addrese，Vaime（，Value＇
The I2cout command allows one to write information to serial EEPROMs using a standard two－wire $\mathrm{I}^{2} \mathrm{C}$ interface．The second（，Value）shown in the command is used only for 16 －bit information．Information stored in a serial EEPROM is nonvolatile，meaning that when the power is turned off，the infor－ mation is maintained．

When writing to a serial EEPROM，one must wait 10 ms （device－dependent） for the Write command to complete before communicating with the deyice becomes possible．If one attempts a I2cin or $12 c o u t$ before the Write（ $\mathbf{1 0 m s}$ ）is complete，the access will be ignored．Using a Pause 10 statement between mul－ tiple writes to the serial EEPROM will solve this problem．

Control and Address are used in the same way as described for the I2cin command．

```
Syitbol comtrol = 501010000
Symbol sudress = EE "SeL vaciabie addrajas EO BG
        address = 32 "Set address to equal 32
```



```
                                    'at addr゙e覴 3.2
```



```
                                    "EO somplete.
        Acidreasm=3〕
        I2cout control, adarects, {21!
        Fabace 10
```


## If．．Then

```
If Comp Then Label
```

This command performs a comparison test．If the particular condition is met （is true），then the program execution jumps to the statements beginning at


Figure 5:2 gerial EEPROM interfact.

Label. If the condition is not true, program execution continues at the next line.

The Then in the If..Then is essentially a Goto. Another statement cannot be placed after the Then; what follows must be a label.

The command compares variables to constants or to other variables. If only one variable is used in a comparison, it must be placed on the left. All comparisons are unsigned.
The following is a list of valid comparisons:

```
= Equal to
Greater than
Less than
< Not equal to
<= Less than or equal to
>= Greater than or equal to
If R8 := 25 Them Ioop
```

If the value in variable B 8 is less than or equal to 25 , then the program jumps to loop.

## Binary logic comparisons

The If..Then command may also be used with two binary logic comparisons, AND and OR.

## Input

This command makes the specified pin an input pin．Only the pin number itself， 0 to 7 ，is specified in the command．The command works only on port B pins．

```
Input 1 "Make pin l {REl} anc Enput
```


## Let

Let サヨF゙＝サalue
Optional：
where value $=$ op value
Let assigns a value to a variable．
The value assigned may be
1．A constant（Let B1 $=27$ ）
2．The value of another variable（Let $\mathrm{B} 1=\mathrm{B} 2$ ）
3．The result of one or more binary（math）operations
The operations are performed strictly left to right and all operations are per－ formed with 16 －bit precision．

Valid operations are

| + | Addition |
| :--- | :--- |
| - | Subtraction |
| $*$ | Multiplication |
| $* *$ | Most significant bit of multiplication |
| $/$ | Division |
| $/ /$ | Remainder |
| MIN | Minimum |
| MAX | Maximum |
| $\&$ | Bitwise AND |
| $:$ | Bitwise OR |
| A | Bitwise XOR |
| \＆／ | Bitwise AND NOT |
| $: /$ | Bitwise OR NOT |
| A／ | Bitwise XOR NOT |

## Sample operations：



```
Let Bl = EO/ 2 'Rgaigm variable El EO BG'g value ghifted right one bit
    "\dividecl my 2)
```

When two 16 －bit numbers are multiplied，the result used is the lower 16 bits of the 32－bit answer．

```
Let wl = W0 * 256 'Multiply value held im wo by 256 and
"place reaule in wl (lower lg bits)
```

If you require the higher-order 16 bits, use the following command:

```
Let Wl = wo ** 25; 'Multiply value helra in wo my 25G and
    'Place recalt itr wl {upper' le bitgu
```

Bitwise operations use standard binary logic and 8 -bit bytes.

```
El = 号01100000
B2 = %00100010
Let B2 = E2 Bl
```

The resultant B2 will be s00100000.

## Lookdown

Lookiown swaite, fevalued, cvaluel, ..., cvaluen, rvalue
where svalue $=$ search value
cvaluex $=$ constant values
rvalue $=$ result value
The Lookdown command searches through a list of constants (cualue0, cualue 1 , etc.), comparing each value in the list to the search value (Svalue). If a match is found, the physical number of the term (index number) in the list is stored in the rvalue (result value) variable.

A simple example will straighten out any confusion.

```
Lookriown 5, (418, 34, 21, 13, 7 B 9, l0, 5 2r, E0
```

The command searches through the list of constants and stores the item number in BO . In this example, BO will hold the result of 8 . (Lookdown begins counting from 0 , not 1 .) Commas are used to delineate multiple digit numbers.
The constant list may be a mixture of numeric and string constants. Each character in a string is treated as a separate constant with the character's ASCII value.

If the search value is not in the lookdown list, no action is taken and the value of rvalue remains unchanged.

ASCII values as well as numeric values may be searched.

```
Serin l, N2400, B0 'Get hoxadecimal chamacter' from pin l gerialiy
```



```
                            'Gonvert hexadecimal sharacter in Bo to
                            MEEimul Value int Bl
Serout 0,N2400, {HEl} 'Senci riecimal value to piry D Eerially.
```


## Lookup

The Lookup command is used to retrieve values from a table of constants (cvalue0, cualue1, etc.). The retrieved value is stored in the Value variable. If the index is zero, Value is set to the value of cualue 0 . If the index is set to 1 , then Value is set to the value of corlue1, and so on.

If the index number is greater than the number of constants available to read, no action is taken and Value remains unchanged.
The constant may be numbers or string constants. Each character in a string is treated as a separate constant equal to the character's ASCII value.

```
FOF BO= B to 5 "Set LP For". Next looprpgoox
```



```
    "strimg amd Place in variable El
"SQmri character im Bl out on pirl a
"s@r゙ialiy.
"Do next atharacter'
```


## Low

LOw Pif
This command makes the specified pin an output pin and brings it low (0 V). Only the pin number itself, 0 to 7 , is specified in the command. The command works only on port $B$ pins.

Low o Make pirn o frbil an output pin and bring it low

```
\ (BV)
```


## Nap

```
Nap Perrice
```

This command places the PIC microcontroller in low-power mode for varying short periods of time. During a Nap, power consumption is reduced to a minimum. The following table of times is approximate, because the timing cycle is derived from the on-board watchdog timer, which is $R / C$ driven and varies from chip to chip (and with temperature).

| Period | Delay (approximate) |
| :--- | :---: |
| 0 | 18 ms |
| 1 | 36 ms |
| 2 | 72 ms |
| 3 | 144 ms |
| 4 | 288 ms |
| 5 | 576 ms |
| 6 | 1.15 s |
| 7 | 2.3 s |

Nap 7 "Low-monet patacems 2.3 e
The watchdog timer must be enabled in the EPIC software (see EPIC Software) for Nap and Sleep commands to function. If Nap and Sleep commands are not used, the watchdog timer may be disabled.

## Output

```
Gutput Pin
```

This command makes the specified pin an output pin. Only the pin number itself, 0 to 7 , is specified in the command. The command works only on port B pins.

Qutput 5 "Make pin 5 \{RES\} ath output.

## Pause

Pause Ferica
This command provides a pause in program execution for the Period in milliseconds. Period is a 16 -bit number that can hold a maximum value of 65,535 . In milliseconds, that works out to just over one minute ( $60,000 \mathrm{~ms}$ ). Unlike the other delay functions, Nap and Sleep, the Pause command does not put the microcontroller into a low-power mode. This has both an advantage and a disadvantage. The disadvantage is that Pause consumes more power; the advantage is that the clock is more accurate.

```
Psuge 250 "Delsy for 1/4 c
```


## Peek

Peek Address, Variable
The Peek command reads any of the microcontroller's registers at the Address specified and copies the result in Var. This command may be used to read special registers such as $\mathrm{A} / \mathrm{D}$ converters and additional $/ \mathrm{O}$ ports.

Peek reads the entire 8 bits of the register at once. If extensive bit manipulation is needed, the user may store the results of the Peek command in either B 0 or B 1 . These two bytes may be also be used as bit variables Bito to Bitis, and extensive bit manipulation is easily performed. Byte B 0 is equivalent to Bit0 to Bit7, and byte B1 is equivalent to Bit8 to Bit15.

The following example shows how one can check bit status. It assumes that the five open pins on port A have been configured as input pins.

```
100p:
```

```
Feek Porta, bG "Feari port A ping and copy result
```

Feek Porta, bG "Feari port A ping and copy result
"into byte EO.
"into byte EO.
If Eito = 1 Then routel "IF RaO is high, jume bo routel
If Eito = 1 Then routel "IF RaO is high, jume bo routel
If Bitl = l Therr route2 "IF Ral is high, tmmp Eo routez
If Bitl = l Therr route2 "IF Ral is high, tmmp Eo routez
If Eitz = 1 Thery routec "If Ras is high, jump Eo route3

```
If Eitz = 1 Thery routec "If Ras is high, jump Eo route3
```

```
    If Eit3 = 0 Ther routel "IF Ra4 is Iow, junt to routel
    If Bit4 = 0 Them routel "If eas is Iow, jumb to routez
Goto loog
```

The example shows that bits may be checked for high or low status. The Peek command also works with pins that are configured as outputs. When peeked, the resultant shows the binary value that has been poked in the port register.

## Poke

```
Foke Agdress, Variable
```

The Poke command can write to any of the microcontroller's registers at the Address specified and copy the value in Var to the register. This command may be used to write to special registers such as A/D converters and additional I/O ports.

Poke writes an entire byte ( 8 bits) to the register at once.

```
Foke 134,0 'Write binary o to DDR for port E, making all pine
    'output 1ines.
```


## Pot

Pot pira, Scaie, Var
This command reads a potentiometer or other resistive transducer on the Pin specified. The programmer may choose any of the port $B$ pins, 0 to 7 , to use with this command.

Resistance is measured by timing the discharge of a capacitor through the resistor, usually 5 to $50 \mathrm{k} \Omega$. Scale is used to adjust varying $R / C$ constants. For large $R / C$ constants, set Scale to 1 . For small $R / C$ constants, set Scale to its maximum value of 255 . Ideally, if Scale is set correctly, the variable Var will be set to zero at minimum resistance and to 255 at maximum resistance.
Scale must be determined experimentally. Set the device or transducer to measure at maximum resistance and read it with Scale set to 255 . Under these conditions, Var will produce an approximate value for Scale.

There are many resistive-type transducers that may be read using the Pot command. The important thing that distinguishes this command from an ana-log-to-digital (A/D) converter is that a converter measures voltage, not resistance. [Although the voltage drop across the converter may seem to be similar to the Pot diagram (Fig. 5.3), it is not.J

```
POt 3.255,B0
```

'Read potertinneter on pin 3. Eo
"deterimime gade.
"send pot valueg ont on pin a
*seriially.


Figure 5.3 Pot conmand test circuit.

## Pulsin

Pulsin Fin, stata, Var
This command measures the pulse width in $10-\mu s$ increments on the Pin specified. If State is 0 , the width of the low portion of the pulse is measured. If State is 1, the width of the high portion of the pulse is measured. The measured width is stored in variable Var. The variable Var is a 16 -bit number and therefore can contain numbers from 0 to 65,535 . To calculate the measured pulse width, multiple Var by $10 \mu \mathrm{~s}$.

$$
\text { Vor } * 10 \mu s=\text { measured pulse width }
$$

Pulse widths from 10 to $655,350 \mu \mathrm{~s}$ can be measured.
If the pulse width is larger than the maximum width the microcontroller can measure, Var is set to zero. If an 8 -bit variable is used for Vor, only the lower byte (LSB) of the 16 -bit measurement is stored. This command may use any port $B$ pin from 0 to 7 .

```
Pulsin 2,0,W2 'MEasure low p|lase on pin 2 {RBZ', ard
```



```
M%
```


## Pulsout

Fulsput Fir, period
This command generates a pulse on the Pin specified. The pulse width is specified by Period. The variable Period is a 16 -bit number that can range from 0 to 65,535 . The pulse width is calculated by multiplying the variable Period by $10 \mu \mathrm{~s}$.

$$
\text { Period }{ }^{*} 10 \mu \mathrm{~s}=\text { pulse width }
$$

Therefore, pulse widths from 10 to $655,350 \mu \mathrm{~s}$ may be generated.
Pulses are generated by toggling the pin twice. Thus, the initial state of the pin, 0 or 1 , determines the polarity of the pulse.

As a result, if the initial state of the pin is low, Pulsout outputs a positive pulse. On the other hand, if the initial state of the pin is high $(+5 \mathrm{~V})$, Pulsout outputs a negative ( 0 V ) pulse. This command may use any port $\mathbf{B}$ pin from 0 to 7 . The pin used is automatically made into an output pin.

```
LONG
Pulsout 6:1000
```

```
Set pin G (RBE' to an output anc bring it
' Ion
'send a positive pulse lo, bob us flo
'mat long out mn pin G {'RE|?.
```


## Pwm

```
Pwim Pim, Duty, Eycle
```

This command outputs a pulse-width-modulation (PWM) train on the Pin specified. Each cycle of PWM consists of 256 steps. The Duty cycle for each PWM ranges from 0 ( 0 percent) to 255 ( 100 percent). This PWM cycle is repeated Cycle times. This command may use any port B pin from 0 to 7.

The pin is made an output just prior to pulse generation and reverts to an input after generation stops. This allows a simple $R / C$ circuit to be used as a simple $\mathrm{D} / \mathrm{A}$ converter.

The test circuit for this command is shown in Fig. 5.4.


```
    "Nir T (RBT) FOF 15G GYCMES.
```

Note: If the PWM command is used to control a high-current device, the output signal should be buffered.

## Random

Random vax
This command generates a pseudo-random number in Var. The variable Var must be a 16 -bit variable. Random numbers range from 1 to 65,635 (zero is not produced).


Figure 5.4 PWM test circuit.


## Read

```
Read Agdreess, Var゙
```

This command reads the on-chip EEPROM (if available) at the specified Address; the resultant byte at the address is copied into the Var variable. If Address is 255 , Var returns with the number of EEPROM bytes available. This instruction may be used only with microcontrollers that contain on-chip EEPROM, such as the 16 F84.

```
Read 5, Bo "Read EEEROM locatiom mumber'5 and copy
    "into EO.
```


## Return

Returin
This command causes program execution to return from a called Gosub command.


```
... 'Frogram returfie here
. . -
sendl: 'subroutine geral megira
Sercout 0,N2400, {"HelBol"} 'Send "Heliolw out on pirn a eerially
Return 'Return to mairu program
```


## Reverse

Reverse Pir
This command reverses the status of the Pin specified. If Pin is an output, it is reversed to an input, and vice versa. Only the pin number itself, 0 to 7 , is specified in the command. The command works only on port $B$ pins.

```
DUtPuE 3 "Make pin 3 {RE3' an output pifi
```



## Serin



This command allows the microcontroller to receive serial data on the Pin specified. The data are received in standard asynchronous mode using 8 data bits, no parity bit, and 1 stop bit. Mode sets the baud rate and TTL polarity as follows:

| Symbol | Baud rate | Polarity |
| :--- | :---: | :--- |
| T2400 | 2400 | TTL true |
| T1200 | 1200 | TTL true |
| T9600 | 9600 | TTL true |
| T300 | 300 | TTL true |
| N2400 | 2400 | TTL inverted |
| N1200 | 1200 | TTL inverted |
| N9600 | 9600 | TTL inverted |
| N300 | 300 | TTL inverted |

The operation of this command is shown in Fig. 5.5.

```
"convert decimal mumber to hexadecimal
Loop:
Serin l,N2400, E0 'Receive derimal
    'mumber on pin 1. 2400
    'Baud, score in Ba.
Lookup EO, \"O1234567日gAECDEEN%, Bl
Serout B, K2400, (E1, 13, 10)
Goto Loop .mo it again
```


## Triggers

The microcontroller can be configured to ignore all serial data until a particular byte or sequence of bytes is received. This byte or sequence of bytes is called a qualifier and is enclosed within parentheses. If there is more than one byte in a qualifier, Serin must receive these bytes in exact order before receiving data. If a byte does not match the next byte in a qualifying sequence, the qualification process resets. If this happens, the next byte received is compared to the first item in the qualification sequence. Once the qualification is met, Serin begins receiving data.


Figure 5.5 Serjal in from $\mathrm{RS}-232$.

The qualifier can be a constant, variable, or string. Each character of a string is treated as an individual qualifier.

Sevin l, N2400, \{nar\}, BO
Wait until the character "A" is received serially on pin 1 , then put the next character in B 0 .

## Serout

Serout Pin, Mode, Item $\{$ Inem $\}$
This command allows the microcontroller to transmit serial data on the Pin specified. The data are transmitted in standard asynchronous mode using 8 data bits, no parity bit, and 1 stop bit. Mode sets the baud rate and TTL polarity as follows:

| Symbol | Baud rate | Polarity |
| :--- | :---: | :--- |
| T2400 | 2400 | TTL trae |
| T1200 | 1200 | TTL true |
| T9600 | 9600 | TTL true |
| T500 | 300 | TTL true |
| N2400 | 2400 | TTL inverted |
| N1200 | 1200 | TTL inverted |
| N9600 | 9600 | TTL inverted |
| N300 | 300 | TTL inverted |
| OT2400 | 2400 | Open drain |
| OT1200 | 1200 | Open drain |
| OT9600 | 9600 | Open drain |
| OT300 | 300 | Open drain |
| ON2400 | 2400 | Oper source |
| ON1200 | 1200 | Open soured |
| ON9600 | 9600 | Open source |
| ON300 | 300 | Open source |

Serout supports three types of data, which may be mixed and matched freely within a single Serout statement. A description of the data types follows:

1. A string constant is transmitted as a literal string of characters.
2. A numeric value (either a variable or a constant) will transmit the corresponding ASCII character. This procedure is often used to transmit al carriage return (13) and a line feed (10).
3. A numeric value preceded by a pound sign (\#) will transmit as the ASCII representation of its decimal value. For instance, if $W 0=123$, then 排W0 (or \#123) will transmit as "1", "2", "3".

The operation of this command is shown in Fig. 5.6.

```
Serout 0,N2400, {#B0, 10} 'Send the ASCII value of bo followed by
    "a litme feed out pin o gerially.
```

Note: Single-chip RS-232-level converters are common and inexpensive (Maxim's MAX232) and should be implemented when needed or to ensure proper RS-232 communication.

## Sleep

sleep Feriod
This command places the microcontroller in low-power mode for Period, speciffed in seconds. Since Period is a 16 -bit number, delays of up to $65,535 \mathrm{~s}$ (a little over 18 h ) are possible. Sleep uses the watchdog timer (WDT) on the microcontroller, which has a resolution of 2.3 s (see Nap command).

```
sleep 120 'sieep (Iow-power morie! For 2 min.
```


## Additional sleep notes

It has been determined that Sleep may not work properly on all PICMicros. During Sleep calibration, the PICMicro is reset. Different devices respond in different ways to this reset. Upon reset, many registers may be altered. Notably the TRIS registers set all the port pins to inputs.

However the TRIS register for port B is automatically saved and restored by the sleep routine. Any other port directions must be reset by the user program after Sleep. Other registers may also be affected. See the data sheets for a particular part for this information.

To get around potential problems, an uncalibrated version of Sleep has been added. This version does not cause a device reset, so it has no effect on any of the internal registers. All the registers, including port direction, remain unchanged during and after a Sleep instruction.

However, actual Sleep times will no longer be as accurate and will vary, depending on device particulars and temperature. To enable the uncalibrated version of Sleep, add the following lines to a PBC program:


Figure 5.6 Serial out to RS-232.

```
agm
STEEPUNCRT = 1
endasm
```

The PICBasic Compiler software is packaged with a PICMicro macro assembler (PMexe). While we will not write any in-line assembly code, it is available to those who have some familiarity with assembly language and PBC library routines. The next book will mix assembly and Basic language and use the PICMicro macro assembler.

## Sound

```
Sounc Pim, { Note, Duration {, Note, Duration} }
```

This command generates tones and/or white noise on the specified Pin. Note 0 is silence, notes 1 to 127 are tones, and notes 128 to 255 are white noise. Tones and white noises are in ascending order. Duration is a numeric variable from 0 to 255 that determines how long the specified note is played. Each increment in duration is equivalent to approximately 12 ms . This command may use any port $B$ pin from 0 to 7 .
The waveform output is TTL level square waves. A small speaker and capacitor can be driven directly from the microcontroller pin (see Fig. 5.7). Piezo speakers may be driven directly.

```
Solnu 4, {1DO, DD,50,1B} "ElBY two notes consecutively on plth 4
    "{RE4} -
```


## Toggle

Toggle Pin
This command inverts the state of the specified Pin. The pin specified is automatically made into an output pin. This command may use any port $B$ pin from 0 to 7 .

High 1 "Make pin l \{rel\} hight
Toggle 1 "Invert atsee of pith 1 atu brithg it Iow


Figure 5.7 Simple sound out cireuit.

## Write

```
Write AdGress, Value
```

This command writes the Value to the on-chip EEPROM (if available) at the specified Address. This instruction may be used only with microcontrollers that contain on-chip EEPROM, such as the 16 F 84 .

```
WrifersaBD
    "Write the value itt BO EO EESROM adrirecga G
```


# Characteristics of the I6F84 Microcontroller 

In this chapter, we will look at a few aspects of our PIC 16F84 microcontroller.

## Current Maximums for I/O Port(s)

| Maximum output current sourced by any I/O pin | 20 mA |
| :--- | :--- |
| Maximum input current sunk by any I/O pin | 25 mA |
| Maximum current sourced by port A | 50 mA |
| Maximum current sunk by port A | 80 mA |
| Maximum current sourced by port B | 100 mA |
| Maximum current sunk by port B | 150 mA |
| Typical operating current | 1.8 mA |

Other factors such as $\ddagger / O$ pin loading, operating voltage, and frequency have an impact on the operating current.

Power-down current in Sleep mode (I/O pins' high-impedance state) $\quad 7 \mu \mathrm{~A}$

## Clock Oscillators

PIC microcontrollers can be operated in four different oscillator modes. We select the oscillator mode when we program the microcontroller using the EPIC software. We have the option of selecting one of the following modes:

LP Low-power erystal
XT Crystal/resonator
HS High-speed crystal/resonator
RC Resistor/capacitor

In the $\mathrm{XT}, \mathrm{LP}$, or HS mode, a crystal or ceramic resonator is connected to the OCS1/CLKIN and OSC2/CLKOUT pins to establish oscillation (see Fig. 6.1). For crystals 2.0 to 10.0 MHz , the recommended capacitance for C 1 and C 2 is in the range of 15 to 33 pF . Crystals provide accurate timing to within $\pm 50 \mathrm{ppm}$ (parts per million). For a $4-\mathrm{MHz}$ crystal, this works out to $\pm 200 \mathrm{~Hz}$.

A ceramic resonator with built-in capacitors is a three-terminal device that is connected as shown in Fig. 6.2. The timing accuracy of resonators is approximately $\pm 0.5$ percent. For a $4-\mathrm{MHz}$ resonator, this works out to $\pm 20,000 \mathrm{~Hz}$.
$R C$ oscillators may be implemented with a resistor and a capacitor (see Fig. 6.3). While additional cost saving is provided, applications using $R C$ mode must be insensitive to timing. In other words, it would be hard to establish RS232 serial communication using an $R C$ oscillator because of the variance in component tolerances.


Figure 6.1 Crygtal connected to PIC 16F84.


Figure 6.2 Diagram of ceramis resonator with built-in capacitors.


Figure 6.a RC oscillator.
To ensure maximum stability with $R C$ oscillators, Microchip recommends keeping the $R$ value between 5 and $100 \mathrm{k} \Omega$. The capacitor value should be greater than 20 pF .
There is not a standard formula for calculating the $R C$ values needed for a particular frequency. Microchip provides this information in the form of graphs given in the data sheets for particular microcontrollers.
The RC oscillator frequency, divided by 4 , is available on the OSC2/CLKOUT pin. This output can be used for testing and as a clock signal to synchronize other components.
An external clock may also be used in the XT, LP, and HS modes. External clocks require only a connection to the OSC1 pin (see Fig. 6.4). This is useful when we are attempting to design an entire circuit that can be implemented with one external clock for all components. Clock accuracy is typically similar to the accuracy quoted for crystals.

## Reset

The PIC 16F84 can differentiate between different kinds of resets. During reset, most registers are placed in an unknown condition or a "reset state." The exception to this is a watchdog timer (WDT) reset during Sleep, because the PICBasic compiler automatically stores TRISB register when using the Sleep command and reinitializes TRISB after a reset for the resumption of normal operation. The following types of resets are possible:

Power-on reset
MCLR reset during normal operation


Figure 6.4 External clock.

MCLR reset during Sleep
WDT reset during normal operation
WDT wake-up (during Sleep)
For the time being, we are concerning ourselves only with the MCLR reset during normal operation. The MCLR pin is kept high for normal operation. In the event that it is necessary to reset the microcontroller, bring the MCLR pin momentarily low (see Fig. 6.5).

In some cases, you may want to include an optional resistor $\mathrm{R} 2(100 \mathrm{a})$. This resistor limits any current flowing into MCLR.


Figure 6.5 Reset switch.


## PIC Harvard Architecture

PIC microcontrollers use a Harvard architecture, which means that the memory is divided into program memory and data memory. The advantage to this architecture is that both memories can be accessed during the same clock instruction; this makes it faster than the standard von Neumann architecture, which uses a single memory for program and data. Figure 6.6 is a block diagram of the 16F84.

User progran memory space extends from 0x0000h to 0x03FFh (0 to 1023 decimal). Accessing a menory space above 03 FFh will cause a wraparound to the beginning of the memory space.

| File Address |  |  | Fila Address |
| :---: | :---: | :---: | :---: |
| 00h <br> 01h <br> 02h | Indirect addr. | Indirect addr. | $80 h$ |
|  | THRO | OPTION-REG | 81h |
|  | PCL | PCL | 82 h |
| 03 h | STATUS | STATUS | 83h |
| $04 \mathrm{~h}$ | FSR | FSR | 8411 |
| 05h | PORTA | TRISA | 854 |
|  | PORTE | TRISE | 86 h |
| 07h |  |  | 874 |
| 0 ah | EEDATA | EECON1 | 88h |
| 09 h | EEADR | EECON2 | 894 |
| OAh | PCLATH | PCLATH | 8Ah |
| 0 Bh | INTCON | INTCON | 8 Bh |
| $\begin{aligned} & 4 \mathrm{Fh} \\ & 50 \mathrm{~h} \end{aligned}$ | 68 General Puppose Registers (SRAM) | Mapped [accesses) in Bank 0 |  |
|  |  |  | CFh |
|  |  |  | D0h |
| 7Fh |  |  | FFh |
|  | Barta 0 | Bank 1 |  |

Figure 6.7 Rogister file map 16F84.

## Register Map

The register map is shown in Fig. 6.7. This memory area is partitioned into two spaces called banks. In the diagram you can see the two banks, bank 0 and bank 1 . The small $h$ behind the numbers under the file address informs us that these are hexadecimal numbers. If you were programming in machine or assembly language, you would have to set a bit in the Status Register to move between the two banks. Fortunately for us, the PICBasic compiler handles this bank switching for us.

There are two addresses I would like to touch upon. The first is the Reset Vector at $00 h$. Upon power-up or reset, the Program Counter is set to the memory location held at 00 .
The Interrupt Vector is shown as FSR 04h. Upon an interrupt, the return address is saved and the program execution continues at the address held in this memory location. On a return from interrupt, the program execution continues at the return address previously saved.

Unfortunately, we do not have time to work with interrupts, watchdog timers, or the Sleep mode in this book. In the next book, we will play with these additional features.

This page intentronally left bank

## Chapter <br> 7

## Speech Synthesizer

This chapter begins our applications. The first project is a speech synthesizer that can be embedded into another circuit or project to add speech capabilities. You may want to create a talking toaster that will tell you when your toast is ready, or a talking VCR. The circuit is activated and the speech selected by using high or low logic signals to port A.

Speech synthesizers (or processors) are available in two formats. The first format uses sampled (digitally recorded) speech stored in ROM or EEPROM. The second approach uses phonemes of English to construct words. A phoneme is a speech sound.

Each format has its advantages and disadvantages. Digitally recorded speech has excellent fidelity, but has a linited vocabulary because of the large storage capacity required. The phoneme approach has an unlimited vocabulary, but the speech fidelity isn't as good as that of sampled speech. Even so, the phoneme approach usually suffices as long as a mechanical (robotic-type) voice is acceptable. This is the approach we are using.
The total cost of this project, including the PIC microcontroller, should be less than $\$ 25.00$. Included in this price are an audio amplifier, filter, volume control, and speaker.

While the speech synthesizer chip is capable of producing an anlimited vocabulary, we do not have an unlimited memory in the microcontroller. The limited memory in the microcontroller limits the number of words that can be stored, but they may be any words you want.

In later chapters, we interface serial EEPROMs to the microcontroller; these can be used to increase word vocabulary.

## Speech Chip

The SPO-256 speech synthesizer chip we are using was discontinued by General Instruments a number of years ago. However, there is a good supply of chips available from $B \& S$ Micro and a few other distributors (see Suppliers

Index). The SPO-256 (see Fig. 7.1) can generate 59 allophones (the electronic equivalent of English phonemes) plus five pauses (no sound) of warious lengths. An allophone table is provided in Table 7.1.

By concatenating (adding together) allophones, we construct words and sentences. This may appear difficult at first, but it is not. Once you get the hang of it, you can turn out complete sentences in a minute or so.

## A Little on Linguistics

When we program words for the SPO-256 speech chip, we string together the allophones shown in Table 7.1. Words and sentences must end with a pause (silence); if they do not, the last allophone sent to the chip will drone on continuously.

To pronounce the word cookie, use the following allophones: cookie $=\mathrm{KK} 3$, UH, KK1, IY, PA2. The decimal addresses for the allophones are sent to the SPO-256; this works out to the following numbers: $8,30,42,19,1$.

The optional data sheet for the SPO-256 has an allophone word list containing two hundred or so commonly used words (numbers, months, days of the week, etc.). If the word you need isn't on the list, you can make the word up yourself, using the allophone list.
The first thing to keep in mind when creating an allophone list for any particular word is that there is not a one-to-one correspondence between sounds and letters. You need to spell the words phonetically, using the allophone table. For instance, CAT becomes KAT, which in allophones becomes KK1, EY, TT1,


Figure 7.1 Pinout of the $\mathrm{SPO}-256$

TABLE 7.1 Allophones

| Decimal address | Allophone | Sample word | Duration (mas) |
| :---: | :---: | :---: | :---: |
| 0 | PA 1 | Pause | 10 |
| 1 | PAZ | Pause | 30 |
| 2 | PA3 | Pause | 50 |
| 3 | PA4 | Pauge | 100 |
| 4 | PA5 | Pruse | 200 |
| 5 | OY | Toy | 420 |
| 6 | AY | Buy | 260 |
| 7 | EH | End | 70 |
| 8 | KIS3 | Cat | 120 |
| 9 | PP | Power | 140 |
| 10 | JH | Judge | 140 |
| 11 | NN1 | Pin | 140 |
| 12 | IH | Sit | 70 |
| 13 | TT2 | To | 140 |
| 14 | FR1 | Plural | 170 |
| 15 | AX | Suecerd | 70 |
| 16 | MLM | My | 180 |
| 17 | TT1 | Tart | 100 |
| 18 | DH1 | They | 290 |
| 19 | IY | Tee | 250 |
| 20 | EY | Beige | 280 |
| 21 | DD1 | Should | 70 |
| 22 | UW1 | To | 100 |
| 23 | AO | Aught | 100 |
| 24 | A ${ }^{\text {a }}$ | Home | 100 |
| 25 | YY2 | Yes | 180 |
| 26 | AE | Pat | 120 |
| 27 | HH1 | Him | 130 |
| 28 | BB1 | Boy | 80 |
| 29 | TH | They | 180 |
| 30 | UH | Booli | 100 |
| 31 | UW2 | Food | 260 |
| 32 | AW | Out | 370 |
| 33 | DD2 | Den't | 160 |
| 34 | GG8 | Pig | 140 |
| 35 | WY | Wenom | 190 |
|  |  |  | (continued) |

TARLE 7.1 Allophones (Continued)

| Decimal address | Allophone | Sample word | Duration (ms) |
| :---: | :---: | :---: | :---: |
| 36 | GG1 | Gotten | 80 |
| 37 | SH | Sharp | 160 |
| 38 | ZH | Azure | 190 |
| 39 | FR2 | Train | 120 |
| 40 | FF | Forward | 150 |
| 41 | KH2 | Sly | 190 |
| 42 | KH1 | Cante | 160 |
| 43 | ZZ | Zolu | 210 |
| 44 | NG | Anchor | 220 |
| 45 | LL | Lamb | 110 |
| 46 | WW | Wood | 180 |
| 47 | XR | Pair | 360 |
| 48 | WH | Whine | 200 |
| 49 | YY1 | Yes | 130 |
| 50 | CH | Chump | 190 |
| 51 | ER1 | Tire | 160 |
| 52 | ER2 | Tire | 300 |
| 53 | OW | Beau | 240 |
| 54 | DH2 | They | 240 |
| 55 | SS | Best | 90 |
| 56 | NN2 | Not | 190 |
| 57 | HH2 | Now | 180 |
| 58 | OR | Pore | 380 |
| 59 | AR | Arm | 290 |
| 60 | YR | Clear | 350 |
| 61 | GG2 | Guide | 40 |
| 62 | EL | Paddle | 190 |
| 63 | BB2 | Boy | 50 |

PA1. The decimal addresses for the allophones are $42,20,17,1$. Those are the numbers we plug into our program to get it to speak. When the word is programmed in, listen to it as it plays through the SPO-256 and decide whether we need to improve upon it. In our cat example, you will find that the KK3 allophone makes the word sound better.
The placement of a speech sound within a word can change its pronunciation. For instance, look at the two $d$ 's in the word depend. The $d$ d are pronounced differently. The DD2 allophone will sound correct in the first $d$ position, and the DD1 allophone will sound correct in the second d position.

General Instrument recommends using a $3.12-\mathrm{MHz}$ crystal at pins 27 and 28 . I have used a $3.57-\mathrm{MHz}$ TV color burst crystal on many occasions (because of its availability and the unavailability of the $3.12-\mathrm{MHz}$ ) without any ill effects. The change increases the timbre of the speech slightly.

## Interfacing to the SPO-256

The pinout and functions of the SPO-256 are provided in Table 7.2. The SPO256 has eight address lines (A1 to A8). In our application, we need to access 64 allophones. Therefore, we need to use only address lines A1 to A6. The two other address lines, $A 7$ and A8, are tied to ground (0). Thus, any access to the SPO256 address bus will include the dddress we place on A 1 to A 6 , with lines A 7 and $A 8=0$. Essentially, $A 7$ and $A 8$ add nothing to the address.

TAELE 7.2 SPO-256 Pin Functions

| Pin number | Name | Function |
| :---: | :---: | :---: |
| 1 | Vss | Ground |
| 2 | Reset | Logie 0, reset |
|  |  | Logic 1, normal operation |
| 3 | ROM disable | Uest withe external seriall Rom. Logic 1 disables |
| 4, 5,6 | C1, C2, CS | Output contiod lines for use with serial ROM |
| 7 | Ydd | Power ( +5 V dc ) |
| 8 | SBY | Standby |
|  |  | Logic 1, inactive |
|  |  | Logic 0, active |
| 9 | LRQ | Load request |
|  |  | Lagie 1, active |
|  |  | Logic 0 i inactive |
| $\begin{aligned} & 10,11,18,14, \\ & 15,16,17,18 \end{aligned}$ | $\begin{aligned} & A 8, A 7, A 6, A E, \\ & A 4, A B, A 2, A 1 \end{aligned}$ | Address lines |
| 12 | Ser Out | Scrial address cut. For use with serial ROM |
| 19 | SE | Strobe enable. Normally set to logic 1 (mode 1p |
| 20 | ALD | Address load. Negative pulse loads address into port |
| 21 | Ser In | Serial in. For use with serial ROM |
| 22 | Test | Grounded for normal operation |
| 25 | Vd1 | + 5V de for jnterface logic |
| 24 | Digital Out | Digital speech output |
| 25 | SBY Reset | Standby reset Logic 0 resets |
| 26 | ROM clock | 1.66-MHz closk output for use with serial ROM |
| 27 | OSC1 | Grystal in. 8.12 MHz |
| 28 | OSC2 | Crystal out. 3.12 MHz |

## Mode Select

There are two modes available for accessing the chip. Mode 0 ( $\mathrm{SE}=0$ ) will latch an address whenever any of the address pins makes a low-to-high transition. You can think of this as an asynchronous mode.

Mode $1(\mathrm{SE}=1)$ latches an address using the ALD pin. When the ALD pin is pulsed low, any address on the lines is latched in. To ensure proper synchronization, there are two pins that can tell the microcontroller when the $\mathrm{SPO}-256$ is ready to have the next allophone address loaded. We will use one of those pins, called the SBY pin. The SBY goes high while the chip is enunciating the allophone. As soon as the allophone is completed, the SBY line goes low. This signals the microprocessor to load the next allophone address on lines A1 to A6 and pulse the ALD line low.

## The Circuit

The circuit is shown in Fig. 7.2. The circuit uses two switches to trigger speech. It is important to realize that the switches provide digital logic signals to the port A pins and, further, that any circuit that can output binary 0 a and $1 s$ can be used to trigger the circuit to speak. In other words, you don't need to use switches.

Looking at the schematic, we can see that the RA0 and RA1 lines are normally kept high $(+5 \mathrm{~V})$, binary 1 , through the $10-\mathrm{k} \Omega$ resistor. When a switch is closed, it connects the pin to ground and the line is brought down to (ground) binary 0 . I could have arranged the logic signals to the pin(s) to be the opposite. This would change a few commands in the program, but functionally it would do the same thing. You choose the logic signal to use based upon the circuit you are worlking with.

The other important thing to know is that the five open lines on port A may be used to trigger up to 31 different speech announcements. The five pins form a 5 -bit binary number that can be read with the Peek command. This is hinted at in the program. We use only two of the five available lines, RA0 and RA1, to jump to three different words. With a 2 -bit number, we have four possible combinations.

| $\frac{2}{c}$ Logie status |  |  |
| :---: | :---: | :---: |
| RA0 | RA1 | Action |
| 1 | 1 | None-nomal state |
| 1 | 0 | Speak word 1 |
| 0 | 1 | Speak word 2 |
| 0 | 0 | Speak word 3 |

In a similar fashion, a 3 -bit number allows 8 unique combinations, a 4 -bit number allows 16 , and a 5 -bit number allows 31 .

Figure 7.2 Schematic of speech generator circuit.

In the program，word 3 is actually a sentence．This simply demonstrates that you are not limited to using single words．

## The Program

```
`REM SPO-25G tailuer
SYtibOl TRISE = 134
SymibOl pOIEE = E
Symbol porez = 5
`Initialize ports
Foke TRISB,l2日 "Set RB7 as input, Set FBO EO RBG as butputs
'Gheck lime status ' Coula be switcheg or coulo be TT| logic signals
S゙臬な゙せ!
Pauge 200 " Give a humam a shance vo prege a butbonls!
Peek porta,or " Read Sort &
```





```
GOtostart
*Say worti hello
tello! "Itxe not just a word, it`s a routine
FGF by = 0 to s "Loop using numbuer of slioghonea
lookup bS,{27,7,45,15,53,1},b4 "Decimal admregses of al1ophones
Gosub Epuak "Speak sumroutine
Next bs "Get reve allophone
GOtO start "Do it agaim Erom Elte begimning
"Say worn wovili
world: "Procedure similar"to hello
FOL 53 = 0 to 4
lgokup bS,{46,5日, 6.2, 21, 1}, b4
Gosub speak
NExt bs
GOtO start
"Say suntende "Soe you mext Tuedday."
three: "Procedure similarn to Hollo
FOL bl = 5 50 19
looklp b3,{55,55,19;1,49,22,1,11,7,42,55,13,2,13,31,43,2,33,20,1,1,44
Gcsulb speak
Next bs
GOt! Etar゙t
Epeaw: 'Subroutine to speak allophones
Foke portE,b4 'Get up allophome address amd bring InLI lom
Fause 1 'Pause l ma For everything to stobilize
High E 'Bring mLD migh/ anrermatives Poke portB, G4:
wait:
Feek portE,tod "Look at port B
```



```
Return 'Get next allophome
```


## Program Features

Usually each program has a little something different from all the other pro－ grams we looked at so far，and this program is no exception．

Starting from the top, notice how we are using the Peek command:

Ferk porta, ma
First, we are peeking port A, where our two switches are connected, and placing the result in variable b0. If neither switch is pressed, there is a logic high ( +5 V ) on pins RA0 and RA1. In binary, this port looks like XXX00011, where each X means that the line (pin) is not available for use (read these pins as 0). Following the Xs are the binary 0 equal to pins RA4, RA3, and RA2, and finally the binary 1 s equal to pins RA1 and RA0. The decimal equivalent of this binary number is 3. If you have forgotten how to read binary numbers, look back to Table 3.1.
The program interprets this information two ways. First, it looks at the number itself:

If bo = D Ther three
The only way bo can be zero is if both switches are closed simultaneously. In that case, the progran jumps to the routine labeled three. Otherwise, the program continues to the next line.

```
If bito = O Then hello
```

In this line, we are testing the bit 0 value in the bo byte. This operation can be performed only on bytes being held in the b0 and bl variables. In general, try to leave these two variables alone and use them for bit access. In the event that these variables are not avalable, there are alternative commands that you can use, such as those given in the comments as alternative commands.

```
If bit0 = 0 Then tiello
'Gheck ilme b / aimermative command: if bo= 2
```

The alternative command may be used on any variable (b7, for instance). I used shorthand for the alternative command to make it fit on one line; the full command would look like this:

```
If bo = 2 Thern hello
```

This checks the number held in the variable. If bit 1 is high, the value of bo is 2. The disadvantage is that you must keep the status of the other bits in mind when you are checking status in this way.
The Lookup commands are reading numbers rather than ASCII codes. To read numbers, leave out the quotation marks after the parenthesis. ASCII codes use the quotation marks, as in "H."
In the speak subroutine near the end of the program, we use the Peek command again, this time to look at the one input line on port $\mathrm{B}_{\text {, the }}$ th7 line. Notice, however, that we peek the entire port B (8 bits), even though there is only one input line. The V/O status of any line doesn't affect the usability of the Peek command. When we peek an output line (or port), the result shows us the status of both the output line(s) and the input lines. After we peek port $B$, we are checking the status of the one input line RB7 using the bit 7 command.

The input line RB7 is connected to the SBY line of the SPO-256. The SBY line stays low while the chip is talking; when it finishes, the line goes high. This tells the PIC microcontroller that it is ready for the next allophone. While the chip is talking, with the SBY line low, the program holds in a waiting loop until SBY goes high.

This is also the first program that uses Gosub routines. In general, it is recommended that you not nest more than three Gosub routines; if you do, you stand a good chance of fouling up the stack.

What's a stack? Let's just say it's a pointing register that stores return addresses on top of one another (a stack). The stack holds the addresses arranged in a LIFO (last in, first out) sequence.

## Parts List

Components outlined in Chap. 1.

## Additional components

(1) SPO-256 Speech Processor
(1) 8-ohm speaker
(1) LM386 Audio Amplifier
(1) $10-\mathrm{kQ}$ potentioneter PC Mount
(3) $0.1-\mu \mathrm{F}$ capacitors
(2) 0.022 capacitors
(1) $1 \sim \mu \mathrm{~F}$ capacitor
(1) $10-\mu \mathrm{F}$ capacitor
(1) $100-\mu$ Fapacitor
(2) Push-button switches, normally open
(1) $100 \mathrm{k} \Omega$ resistor, ${ }^{1 / 4}-\mathrm{W}$
(2) $10 \mathrm{k} \Omega$ resistor, ${ }^{1 / 4} / 4 \mathrm{~W}$
(2) $33 \mathrm{k} \Omega$ resistor, $1 / 4 / \mathrm{W}$
(1) $10-\Omega$ resistor, $1 / 4-W$
(1) $3.12-\mathrm{MHz}$ crystal

Available from: Images Company, James Electronics, JDR MicroDevices, and Radioshack (see Suppliers Index).

## Serial Communication and Creating I/O Lines

## Creating New I/O Ports

The speech generator project from the last chapter demonstrates how quickly a project can gobble up I/O lines. In complex projects, it's easy to run out of $1 / O$ lines. So in this little project, we are going to confront this problem head on and see what we can do.

When we run out of I/O lines, our first thought is usually to upgrade to a larger PIC microcontroller, such as the 16 F 873 , which has $22 \mathrm{I} / \mathrm{O}$ lines. Eventually, however, regardless of the microcontroller chosen, we run out of I/O lines. So it's to our benefit to learn how to expand existing I/O lines. In this project, we will take two or three I/O lines off port B and expand them to eight output lines. Then we will use three or four I/O lines off port B to create eight input lines. Sounds grood? Read on.

## Serial Communication

We will use serial communication to expand our I/O lines. Serial communication comes in two flavors, synchronous and asynchronous. Synchronous communication useg a clock line to determine when information on the serial line is valid. Asynchronous commumication doesn't use a clock line. In lieu of a clocking line, asynchronous communication requires start and stop bits in conjunction with strict adherence to timing protocols for its serial communication to be successful.

We use synchronous communication with a clocking line in these projects.

## Output First

To create the output lines, we are going to use a serial-to-parallel converter chip, the 74LS164 (see Figy 8.1). This chip reads 8-bit serial data on pins 1 and 2 and outputs the data on eight parallel lines ( QA to QH ).

If you remember from the command description of the Basic language (Chap. 5), we have built-in Serin (serial in) and Serout (serial out) commands. Unfortunately, we cannot use these Basic commands because their serial format uses stop and start bits. Start and stop bits are necessary in asynchronous (without a clock) communication.

The 74LS164 converter chips use a clock line and do not use or require stop and start bits. Since there is no way to remove these bits from the standard serial Basic commands, we need to program our own serial communication.

Synchronous communication requires a clocking pulse. The clocking pulse determines when the information on the serial line is valid. For the 74LS164, it is on the low-to-high transition of the clock pulse that information (value 0 or 1 ) on the serial line is valid.

## Basic Serial

Serial data are transmitted most significant bit (bit 7) first. Since we are writing the serial routine, we could change this and send out the least significant bit (bit 0 ) first if we wanted, but we will not; we will stay with this convention.

| FUNCTION TABLE |  |  |  |
| :---: | :---: | :---: | :---: |
| Clock | A | B | Outputs QA QB... QH |
| X | X | X | L L mi |
| L | $x$ | X | Qa Qbabh |
| $\uparrow$ | H | H | H Qa, Og |
| $\dagger$ | L | X | L Qa... Qg |
| $\uparrow$ | X | L | [ Pa... Og |


$H=$ high level $L=$ low lever
$H=$ high level $L=$ low lever
$X=$ irrelevant (any input including transitions)
$X=$ irrelevant (any input including transitions)
$\uparrow=$ Transition from low to high
$\uparrow=$ Transition from low to high
$\mathrm{Qa} \ldots \mathrm{Qg}=$ the level after the most recent $\uparrow$ transition
$\mathrm{Qa} \ldots \mathrm{Qg}=$ the level after the most recent $\uparrow$ transition
of the clock: findcates a one bit shift
of the clock: findcates a one bit shift

Figure 8.1 Pinout 'T4LS164 serial-to-parallel chip.

Figure 8.2 illustrates how the serial data are read by the 74LS164 and parallel information outputted.

Line B (pin 2) on the 74LS164 is kept high. This allows us to use line A (pin 1) to send serial data along with the clocking pulse to pin 8 . Notice that in the function table in Fig. 8.1, lines A and B both need to be high for a high bit to be outputted. We can set either line ( $A$ or $B$ ) high and use the other to transmit serial data; it doesn't matter which we choose.

Each low-to-high transition on the clocking line accepts another bit off line A and outputs that bit to QA. All the existing bit information that is already on the QA to QH lines is shifted 1 bit to the left. After eight transitions, a new 8-bit number is displayed on lines QA to QH of the 74LS164. In Fig. 8.2, we are transmitting binary number 10000000 (decimal number 128). I chose this number so that you can easily see how bit 7 , the high bit, shifte down through lines QA to QH .

What isn't immediately evident is that as bit 7 shifts through lines QA to QH, it bringe each Qn line high. If we had an LED attached to each Qn line, we could see bit 7 lighting each LED as it shifted with each transition. Only after eight transitions will bit 7 be in the right position. So, after the first seven transitions, as the serial number is shifting into the 74LS164 parallel register, the number shown on the 8 -bit parallel output will be incorrect.


Figure fiz Scrial data in and parallel data out.

This bit shifting can create chtos in a digital circuit．If the circuit that is con－ nected to the 74LS164 parallel output cannot compensate for this bit shifting， we can correct for this using a second chip，the 74LS373 data octal latch．You will find that some circuits can compensate and others cannot．

## Clear Pin

The 74 LS 164 s have an optional pin that can help eliminate some of the havoc caused by bit shifting．Pin 9 on the 74LS164 is the clear（CLR）pin．It is used to clear whatever binary number exists on the parallel output and bring all lines（ QA to QH ）low．The CLR pin is active low．For normal operation，this pin is kept high．To clear the number，bring the CLR pin low．

## The Programs

Program 8.1

```
'Serial imterrface
    `glow Program For vigusal tegting imterface
Symbol TRISE = 134 'AsGign Dats Diredtion Register port B to 134
Sytubl Porte = % 'Asaigm variable PortE the decimal value of i
'Initialize por゙t{s
Fgke TRISE,0 'Set port B ag output port
sE|r゙t:
```




```
Falge lodr 'Wait l a
छ0=25S 1Wut nesmber 25S {llllllll} into bol
```



```
False logb iwait l a
```




```
Fause lo00 romait l s
Gots start 'Do it again
"Ser゙isl out routirje
gerial:
pino = bit? 'Brimg pin O higti ol low, depending upon bit
Fuls口it l, l 'Briing CLE line high, them low
Fguse 100 'Optional delay-retiowe from program
pino = bitG 'Same as above
Fulabut lr l isame as above
Faluge 100 'Optional delay-rentove froth prograth
@ino = bits
Fulsput 1; I
PGuge 100 'Opeicnal delay-rentove from Program
pino = bit4
Fulsout 1, I
```



```
pin0 = biちS
Fulsout l: I
Fause 100 'Dptional rielay-rentve from program
pino = bit2
Fulsout l, l
Fbuge 100 'Optachal dielay-remove from pregram
pin0 = bitl
Fulsput l, I
```


pito＝bito
Pulanut 1， 1
Pauge 100 ＇OpLional delay－remove from program
LOw 1
Return
The schematic shown in Fig． 8.3 does not correct for the bit shifting．LEDs are connected to the 74 L 164 output lines．The program outputs binary 10000000 （decimal 128），waits a second，outputs 1111111 （decimal 255），waits a second，and then outputs 00000000 （decimal 0）．
The first serial program has optional Pause commands（Pause 100）after each bit shift to allow you to see how the number shifts into and through the register．These Pause commands should be removed when you are using the serial routine in an application．Remove the Pause command from the pro－ gram as shown in Program 8．2．Recompile the program and program it into the 16 F 84 ．When the program is run，the numbers shift in so quickly that you may not see the bit shifting occurring．

Prógrán 8.2

```
Gerial imberface
Symbol TRISE = 134 'Rggigm Data Direation Regigter port B EO 134
Symbol PoreE = E 'AEsign variamle porte the decimal value of E
'Initialize port {'s
Poke TRISB,0 "set portt e se gutput port
E巴ar゙t:
OO 12g 'F&t number l28 \10000000% into bo
```



```
Pauge loob 'Mait 1 G
OO=255 'PMt number 255 \lllllllly into bo
```



```
Pange loog 'Wait l g
OD=0 'Put number o {opodobob% into bo
GOEub seriai 'Output the number serially to 74LSl64
Pauger l000 'ivait l g
Goto start 'Dg it agair
'Ger'ial cut routine
serial:
pino = bitu 'Brimg pin D kigh or Dow cependimg upon bit
Pulamut l; l 'Brimg CLE Iirme high; thern low
pino = bitr 'Same ag above
Pulsout l, 1 Same as above
0in0 = bits
Pulamut 1; 1
pino = bit4
Pulgout l; 1
mino= bit3
Eulgout l; 1
mino = bitz
Pulamut l, 1
giroo = bitl
Pulamut lr 1
pino = bit口
Pul{゙g%L゙ lr l
Lok' l
Return
```


Figure e. 3 Schematic using LEDs to show parallel data output.

If you are interfacing to a digital circuit that would be sensitive to the bit shifting, you can block the bit shifting by using a second chip, the 74LS37B data octal latch (see Fig. 8.4). The octal latch is placed between the output of the 74 LS 164 and the LEDs (see the schematic in Fig. 8.5). Remember, in our testing circuit, the LEDs represent our digital circuit. We tie the OC (Output Enable) pin to ground and use the C (Enable Latch) pin (pin 11 on the 74 LS 373 ) to control the data through the 74LS373.
Data are placed on the D inputs ( $1 \mathrm{D}, 2 \mathrm{D}, \ldots, 8 \mathrm{D}$ ). When we want the data to appear on the Q outputs $(1 Q, 2 Q, \ldots, 8 Q)$, we raise the C pin momentarily.

The program inputs the data serially to the 74LS164. The data appear on the parallel out lines, bit shifting on the inputs of the 74LS373. When the bit shifting is finished and the binary number has settled (eight shifts), we raise the Enable Latch pin (pin 11) of the 74LS373; this lets the parallel data flow from the input pins to the output pins. Then the Enable Latch pin (pin 11) is lowered, leaving the parallel data latched in.

As the bits shift, the bit shifting is blocked from the LEDs. Only when the entire byte has been transmitted do we raise pin 11 (C pin) on the 74LS373,


> The eight latches of the LS373, when $C$ is high the $Q$ outputs follow the D inputs. When $C$ is low the output will be latched at the current data levels.

Figure s. 4 Octal data latch 74 LS 373 used to nullify bit shifting in output.

Figure B.5 Schematic using LEDs to show parallel data output, with 74 LSB 78 data octal latch to mullify bit shifting in output.
letting the byte information through to our LEDs, and then latch in the information.

## Programming Challenge (Simple)

Rewrite the first serial program so that pin 2 activates the CLR pin on the $74 \mathrm{~L} \$ 164$ to clear the number before loading the next number in. The answer is in the Appendix.

## Programming Challenge (Not Simple)

Take the speech generator project from Chap. 7 and use the 74LS164 IC and microcontroller to save four I/O lines and supply the corresponding schematic. Hint: You do not need the 74LS373 chip. Why? The answer is in the Appendix.

## Input I/O

We shall continue by expanding four I/O lines off the PIC microcontroller to function like eight input lines. To accomplish this, we will use a 74 LS 165 parallel-to-serial converter chip (see Fig. 8.6). The parallel-in, serial-out diagram is shown in Fig. 8.7. Eight-bit parallel information is placed on the eight input lines of the (A to H) 74LS165. The shift load line is brought low momentarily to load the parallel information into the chip's registers. The

| FUNCTION TABLE |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
| Shlft Load | Clock | Clock Inhibit | Parallel A.... H | Output Qh |
| L | X | X | a....h | h |
| H | L | L | $X$ | Qho |
| H | $\uparrow$ | L | X | Qgn |
| H | $\uparrow$ | L | X | Qgn |
| H | $\mathbf{x}$ | H | X | Qho |


$H=$ high level $\quad L=$ low level
$X=$ irrelevant (any input including transitions)
$A=$ Transition from low to high

Figure B. 6 Pinout for the 74LS165 parallel-in, serialout chip.


Figure 8.7 Parallel data in and serial data out.

Clock Inhibit line is then brought from high to low, allowing the information to be serially outputted from pin Qh , in synchronization with the clocking pulses provided on pin 2 (CLK). (Note that an inverted serial signal is also available from pin 7.)

To functionally test the chips, circuit, and program, we will input an 8-bit number to the 74LS165 using switches and resistors (see schematic in Fig. 8.8). This binary number created with the switches and resistors will be serially shifted out of the 74LS165 into variable B0. The number in B0 will then be serially sent out to the 74LS164 for display.

We could reduce the number of I/O lines taken up by the 74LS165 by one if we shared the clocking line with the 74LS164. I want to keep the programming as straightforward as possible, so I will not do this, but you should be aware that this feature may be implemented. This would reduce the number of lines required to three.

Figure 8. 8 Schematic for 74 LS 164 and 74 LS 165 serial transmission and receiving.

The serial－out and serial－in routines could be merged to conserve program－ ming space and use the same clocking line．Again，to keep the program as straightforward as possible，this option will not be implemented．

## Program 8.3




```
```

Symbol TRISE = 134

```
```

Symbol TRISE = 134
SYmbOl एOIEB = E

```
```

SYmbOl एOIEB = E

```
```




```
```

Foke TRISE,4

```
```

Foke TRISE,4
LON S
LON S
High 4
High 4
\#iwh 3
\#iwh 3
sロ\#r゙t:
sロ\#r゙t:
GOsub serval_in "Get mumber from 74LSlGS

```
```

GOsub serval_in "Get mumber from 74LSlGS

```
```




```
```

Fauge lobo

```
```

Fauge lobo
Goto start
Goto start
Mgrisal Irl RoluElme
Mgrisal Irl RoluElme
seridel_in:
seridel_in:
Pulgatt 3;1 "Bring shift / loari dowm momentanizy
Pulgatt 3;1 "Bring shift / loari dowm momentanizy
LOW 4
LOW 4
git7 = pinz
git7 = pinz
Pulaout 5;1
Pulaout 5;1
bitE = pinz
bitE = pinz
Eul名Out 5, 1
Eul名Out 5, 1
bit5 = pinz
bit5 = pinz
Pulgout 5,1
Pulgout 5,1
mit4 = pin2
mit4 = pin2
Fulgout 5,1
Fulgout 5,1
mit3 = pinz
mit3 = pinz
Pulgout 5,1
Pulgout 5,1
nitz = pinz
nitz = pinz
Pulaput 5;1
Pulaput 5;1
mitl = pinz
mitl = pinz
Eula@ut 5,1
Eula@ut 5,1
Bito = pinz
Bito = pinz
yigh 4 "Er"ing CLK ithlibit highi
yigh 4 "Er"ing CLK ithlibit highi
Return
Return
MErial Dut Routine
MErial Dut Routine
ser゙ial_out:
ser゙ial_out:
mino = bitJ "Ering piro high gr low deponding upor" bit
mino = bitJ "Ering piro high gr low deponding upor" bit
Pulagut 1, l
Pulagut 1, l
@itu= bitG
@itu= bitG
Eulsout 1r l
Eulsout 1r l
@inol = bits
@inol = bits
Fulgout 1. I
Fulgout 1. I
pit0 = bit4
pit0 = bit4
Fulgout 1; l
Fulgout 1; l
pin0́= bit3
pin0́= bit3
Pulgout 1; l
Pulgout 1; l
pin0 = bitz
pin0 = bitz
Fulabut 1, l
Fulabut 1, l
@in\emptyset = bitl
@in\emptyset = bitl
Eulgout 1; l
Eulgout 1; l
@itod = bito
@itod = bito
pulgout 1, 1

```
pulgout 1, 1
```

```
##
```


## 

"Br"ing Cok irmbibit Iow
"Br"ing Cok irmbibit Iow
"Br"ing Cok irmbibit Iow
"Br"ing Cok irmbibit Iow
"Bring Cok inflibi
"Bring Cok inflibi
"Bring Cok inflibi
"Bring Cok inflibi
"Ering c巨k pin higti, then low
"Ering c巨k pin higti, then low
"Ering c巨k pin higti, then low
"Ering c巨k pin higti, then low
"Salne as amove
"Salne as amove
"Salne as amove
"Salne as amove
"Br"ing Cax line low, then high
"Br"ing Cax line low, then high
"Satie as amove
"Satie as amove
"Hesigtt Data Dirention Register" port B to 134

```
"Hesigtt Data Dirention Register" port B to 134
```

"Hesigtt Data Dirention Register" port B to 134

```
"Hesigtt Data Dirention Register" port B to 134
```






```
"Set DOIE B Pinz = irmput // rece Oltput
```

"Set DOIE B Pinz = irmput // rece Oltput

```
"Set DOIE B Pinz = irmput // rece Oltput
```

"Set DOIE B Pinz = irmput // rece Oltput
"SEE CLK low
"SEE CLK low
"SEE CLK low
"SEE CLK low
"Ering EDK imbibje higti
"Ering EDK imbibje higti
"Ering EDK imbibje higti
"Ering EDK imbibje higti
"Er'ing shirt/lsad high
"Er'ing shirt/lsad high
"Er'ing shirt/lsad high
"Er'ing shirt/lsad high
"Wait so I can see it
"Wait so I can see it
"Wait so I can see it
"Wait so I can see it
"Do it agajen
"Do it agajen
"Do it agajen
"Do it agajen
"Same ac amove

```
"Same ac amove
```

Low 1
Return
The schematic shows that the parallel input lines to the 74LS165 are connected to $V_{s x}$ through $10,000-\Omega$ resistors. This puts a binary 1 on each input line. The switches used in this project are eight-position DIP switches. Each switch connects the bottom of a resistor to ground. When a switch is closed, it brings that particular pin to ground, or binary 0 . By opening and closing the switches, we can write a binary number on the parallel input. This information is automatically retrieved from the 74 LS 165 serially by the PIC microcontroller.

The PIC microcontroller takes the number retrieved from the 74LS165 and displays it on the 74LS164. While this project may appear trivial, it is not. Using this information, you can set up serial communication routines with other chips and systems. In upcoming chapters, we will use a serial routine to communicate to a serial analog-to-digital (AD) converter and use the Basic Serout command to generate LCD displays.

## Parts List

Same as Chap. 1 (and Chap. 8 for programming challenge).

## Additional components

$74 L S 164$ Serial-to-parallel IC
$74 L S 165$ Parallel-to-serial IC
(8) $\quad 10-\mathrm{k}^{1 / 1 / 4}$-W resistors
(1) 8-position DIP switch

Available from: Images Company, James Electronics, JDR MicroDevices, and RadioShack (see Suppliers Index).

This page intentronally left bank

# LCD Alphanumeric Display 

One thing PIC microcontrollers lack is some type of video display. With a display, the program could tell us what's happening inside the chip as it is running. The PIC could also output messages to the user and display the numeric value of a variable or register. A display would enhance the versatility of the microcontroller when given the ability to communicate and output messages to the user. The solution, however, is not a video display, but an alphanumeric LCD display. The LCD display we are using has two lines, 40 characters per line. The first 16 characters of each line are visible (more about this later). The balance of the characters on each line are off-screen.
The particular LCD module we are using receives standard serial data (RS232) at either 2400 or 9600 baud. Finally we can use the Basic Serout commands. Asynchronous communication is time-dependent, meaning that it requires strict time control and framing of each bit transmitted. The reason is that there is no clock line telling the microcontroller when the information on the line is valid. Thus, time (starting at the start bit) becomes the sync factor.

In our previous serial examples, we have always had a clock line. Serial communication with a clock line is called synchronous communication. The time between transmitting or receiving bits can vary widely, from microseconds to days. The bit becomes valid only when the clock line clocks in the bit.

To commanicate asynchronously (not in sync, or without a clock) requires the use of a start bit and a stop bit in addition to the strict time frame. As the name implies, the start bit informs the receiver that a byte of information is about to be transmitted. The start bit is followed by the bit information (usually 8 bits but sometimes 7 bits), which is followed by the stop bit.

Figure 9.1 illustrates a typical serial data communication. While the line is idle, it is in a Mark or Marking condition. The Mark is a binary 1, which may be a positive voltage or current. Binary 0 is sometimes referred to as a Space; it may be a zero-voltage or zero-current condition.

To initiate communication, the transmitter sends out a start bit (brings the line low). Next, the 8 data bits are sent. Notice that in this serial communica-


Flgure s. 1 Standard serial output with start and stop bits.
tion, the LSB (least significant bit) is sent first and the MSB (most significant bit) is sent last. This is opposite to our previous synchronous serial communication examples.

A standard 8 -bit data package plus 1 stop bit and 1 start bit equals a total of 10 bits. At 2400 baud (bits per second), 240 bytes are transmitted each second. At 9600 baud, a maximum of 960 bytes can be transmitted per second.

The frequency (baud rate) of asynchronous communication must be strictly adhered to. Since there isn't a clock line, the next bit in the sequence must be on the line for a precise increment of time that is determined by the bad rate. For instance, at 9600 baud, each bit is on the line for $104 \mu \mathrm{~s}$ (microseconds).

In order for things to work correctly, the transmitter and receiver frequency cannot vary from the ideal frequency by more than 5 percent. If their respective frequencies vary by more than that, during the course of 10 bits being transmitted and received, they can (but will not always) fall out of sync by more than a bit ( $104 \mu s)$. This sync error can corrupt the entire byte received.

Many people looking at a variance of 5 percent dont see how this could cause a problem. Let's do the math real quick and see how it happens. Let's assume that the transmitter is 5 percent faster than the ideal frequency and the receiver is 5 percent slower than the ideal frequency. For our example, the ideal frequency is 2400 baud, or $416.6 \mu s$ per bit. The transmitter is transmitting at 2520 baud ( 2400 plus 5 percent), or $396.8 \mu s$ per bit. The receiver is receiving at 2280 baud ( 2400 minus 5 percent), or $438.5 \mu \mathrm{~s}$ per bit. The differ= ence is $41.7 \mu \mathrm{~s}$ per bit. Multiply this difference by 10 bits, and the timing is out by $417 \mu \mathrm{~s}$. This is just a touch longer than the standard bit length of 416.6 $\mu s$ at 2400 baud. So it becomes clear that if the frequency varies by more than 5 percent, the serial communication can fall out of sync, and be corrupted, by the time 10 bits have been transmitted and received.

## Error Detection Algorithms

Full-featured communication packages may contain algorithms that will help prevent data corruption if the asynchronous time frame varies. Error detection algorithms have not yet become part of the PICBasic RS-232 communication routines.

## Parity

The stop bit is used to check each byte transmitted, using a process known as parity. Parity may be odd, even, or none. The serial transmission consists of a sequence of binary $1 s$ and $0 s$. If we choose even parity, the receiver will count how many binary $1 s$ are transmitted. If the number of 1 s transmitted is an even number, the stop bit will be made a binary 0 , keeping the number of binary is even. On the other hand, if an odd number of binary 1 s is transmitted, the stop bit will be made a binary 1 to make the number of $1 s$ even.

If parity is set to even and an odd number of binary $1 s$ is received, this is known as a parity error and the whole byte of information is thrown out. Parity errors may be caused by power surges, bad communication lines, or poor interface connections. The problems become more pronounced at faster baud rates.

## Serial Formats

The PICBasic compiler has a few standard formats and speeds available. The available baud rates are $300,1200,2400$, and 9600 . Data are sent as 8 data bits, no parity, and 1 stop bit. The mode can be inverted. See the Serin and Serout commands in Chap. 5.

## Crystal choice

When I first started using the Serin and Serout commands, they would not work properly. After much hair pulling, I discovered that I had used a 8.57 MHz crystal instead of a $4.0-\mathrm{MHz}$ crystal on the PIC 16F84. As soon as I changed the crystal to a $4.0-\mathrm{MHz}$, the Serin and Serout conmands worked perfectly. Later I tried a $4.0-\mathrm{MHz}$ ceramic resonator for the oscillator, and this also worked properly.

## Three-wire connection

The LCD display requires just three wires to function, $+5 \mathrm{~V}, \mathrm{GND}$, and a serial line. The baud rate of the display may be set to either 9600 or 2400 baud. The serial format is 8 data bits, 1 stop bit, and no parity.

On the back of the LCD display, there is a five-pin header (see Fig. 9.2). The five-pin header has two extra pins for +5 V and GND. The pins are arranged in a palindrome layout, so a five-pin header may be connected either way and still be oriented correctly. Instead of using a five-pin header, I opted for a three-pin header socket connected to one side of the five-pin header.

Our first program prints out the message "Hello World." The cursor (printing position) automatically moves from left to right. The schematic is shown in Fig. 9.3.

```
M LeD Teat
Pa|se 1000
Serolt 1; N2400, \254, 1}
Pauge l
Sermate l, N24bo, \"Hello WOrla!m}
End
```

Front View


## Approximate size $3^{\prime \prime} \times 1.5^{\prime \prime}$



Flgure 9.2 Draprimg of LCD display, front and back viewre.

I kept this program small to show how easy it is to get a message out of the PIC microcontroller. Notice that line 2 of the program [Serout 1,N2400, ( 254,1 )] is a command. The LCD screen has 13 commands. All commands must be prefixed with the decimal number 254. The display will treat any number following the 254 prefix as an instruction. The commands are listed in Table 9.1.

## Positioning the Cursor

The cursor may be positioned anywhere on the LCD screen by using the following command: 254, position number. The position number can be determined by looking at Fig. 9.4. If we wanted to move the cursor to position 10 of the second line, we would use the command serout $1, N 2400, \quad(254,201)$


Figure sa Schematie of LCD serial display to PIC 16 F 84 microcontroller

TABLE 9.1 Instruction Codes for LCD Display

| Code | Instruction |
| :--- | :--- |
| 1 | Clear sermen |
| 2 | Send cursor to top left position (home) |
| 8 | Blank without clearing |
| 12 | Make cursor invisibleirestore display if blanked |
| 13 | Turn on visible blinking cursor |
| 14 | Turn on visible underline curgor |
| 16 | Mover curgor one character left |
| 20 | Move eursor one character right |
| 24 | Scroll display one character left (all lines) |
| 28 | Scroll display one character right (all lines) |

## Off-Screen Memory

Each line of the LCD display holds 40 characters. Only the first 16 characters are displayed on the LCD screen. You can use the scroll commands to view the hidden text.

This second program illustrates moving the cursor to the second line (see Fig. 9.5).

## LCD Display Screen



Figure 9.4 LCD display screen and cursol＂positions．


Figure 9.5 Pieture of LCD display message．

```
\ LCD Lese
Patuage 1000
Serout l, N2400, {254, 1!
巴汕皆悉 2
Serout l, N2400, {"Wherever you go.r}
Seromt 1, N2400, {254,192}
Patse 2
Surout 1, N240b, {"There you ar゙en r
End
```

As we move forward，the LCD display will be invaluable for allowing us to peek inside the chip registers．

## Parts List

Same components as in Chap． 1.

## Additional components

LCD-01 Serial LCD Module Backlight \$ 70.00
Available from: Images Company, James Electronics, JDR MicroDevices, and RadioShack (see Suppliers Index).
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## 10

## Sensors: Resistive, Neural, and Fuzzy Logic

## Reading Resistive Sensors

The Pot command is powerful in scope and capabilities. It allows users to easily and accurately read resistive components and sensors. The command can read resistive values up to approximately $50,000 \Omega(50 \mathrm{kS})$ in a single program line. This command was first reviewed in Chap. 5.

```
Pot Pin, scale, War
```

This command reads a potentiometer or other resistive component on the Pin specified (see Fig, 10.1). The programmer may choose any of the port B pins, 0 to 7 , to use with this command.

Resistance is measured by timing the discharge of a capacitor through the resistor, usually 5 to 50 k . Scale is used to adjust varying $R / C$ constants. For large $R / C$ constants, set Scale to 1 . For small $R / C$ constants, set $S c a l e$ to its maximum value of 255 . Ideally if Scale is set correctly, the variable Var will be set to zero at minimum resistance and to 255 at maximum resistance.
$R / C$ Values
Figure 10.2 graphs the decimal values generated by resistance for four common capacitor values. This chart should be used as a guide to determine the capacitance one could use for the resistance range one needs to read. For instance, using a $0.1-\mu \mathrm{F}$ capacitor, the decimal values from 50 to 250 are equal to resistance values of 700 to $3500 \Omega$. For a $0.022-\mu \mathrm{F}$ capacitor, the same decimal values equal a resistance range of $3500 \Omega$ to $21 \mathrm{k} \Omega$. Once a range is chosen, the scale factor in the command line may be used to fine-tune the response.


Figure 10.1 Resistive sensor (potentiometer) and capacitor connected to PIC pin.

## Scale

Scale is determined experimentally. Set the device or transducer to measure at maximum resistance and read it with Scale set to 255 . Under these conditions, the numeric value of Var produced will be an approximate "ideal" value for Scale.

Ideally, with a capacitor of the proper value and the proper scale, minimum resistance will output a numeric value close to zero and maximum resistance will output a numeric output close to 255 .

## Pin Exceptions

I/O pins that are listed as just TTL may be used with the Pot command. Pins listed as Schmitt triggers, or ST, do not appear to work with the Pot command. With the PICBasic compiler and the 16 F 84 A , we are restricted to using the Pot command on port $B$ pins only. It just so happens that three of the port $B$ pins ( $\mathrm{RB} 0, \mathrm{RB} 6$, and RB7) are listed as combination TTL/ST. Pins listed as TTL/ST on the 16F84A work with the Pot command.

The data sheet states that RB6 and RB7 are Schmitt trigger inputs when used in serial programming mode. RB0 is a Schmitt trigger input when configured as an external interrupt.

To ensure that the Pot command works with other PICMicros, look at the particular microcontroller's data sheet for any potential line problems.

## Resistive Sensors

There are many resistive-type transducers that may be read using the Pot command. The important thing to remember is that the Pot command is not an ana-log-to-digital (A/D) converter. Converters measure analog voltages, not resistance.

This may at first be confusing, because converters can read a voltage drop across a resistor, and the drawing or schematic of reading a voltage drop may be similar in appearance to the Pot diagram; however, the diagrams are not the same. To determine the difference, the key point to look for is the absence of a voltage source on top of the resistive component being measured with the Pot command. A/D converters, on the other hand, will have a voltage or current source connected to the top of the resistor or sensor.


Figure 10.2 Graph of numerie readout for various capaciters and resistances.

## Test Program

Okay, that's enough explanation; let's work with the command a little. The first resistive-type sensor we will look at is a flex sensor (see Fig. 10.3).

Flex sensors have numerous applications. For instance, they may be used as robotic whiskers for bump and wall sensors. They have been used to create virtual reality data gloves, physical measurements, and physics applications.

The program uses the LCD display from Chap. 9 to provide a visual readout. The numeric readout, with the sensor at its maximum resistance, provides the proper scale factor to use in the command in order to achieve the greatest range with this particular sensor. For my test, I plugged the flex sensor into the prototyping breadboard (see Fig. 10.4). The schematic for the project is shown in Fig. 10.5. Record the numeric readout when the sensor is at its maximum resistance, and use that for a scale factor for best range and accuracy.

Program 10.1
'Einu acale factor and/or read the reaincive sensor scart:


Nominal Resistance at 0 degrees $10,00 \mathrm{~N}$ ohms



> Eleatrical Specifications
> Nominal Resistance at 0 degrees 10,400 ahms
> Approximhte Resistance at 90 degreas 35,000 ohme

Figure 10.3 Specification sheet on flex sensor．

```
Fot 1,255,RO 'Read resistancer on pirm l Eo
SErout 0,1N24B0, (254,1)
Serout 口,N24Ba, \|FBO!
Pause 500
GoEg Eセart
```

```
Ccetermirme Ecale
```

Ccetermirme Ecale

```
'Clear' LCD Edr゙edry
```

'Clear' LCD Edr゙edry
'Send Pot valuee one on pirn 0 Eevially
'Send Pot valuee one on pirn 0 Eevially
'Wait l/2 s
'Wait l/2 s
'DO it again

```
'DO it again
```

If the scale factor displayed by Program 10.1 is 255 （or close to 255 ），the pro－ gram is already reading the sensor at the best scale（with that particular capacitor）．

We read the LCD display to determine that the progran and the sensor are both working properly．The microcontroller，of course，does not require an LCD display in order to read the sensor．It can read the numeric value held in the variable and＂interpret＂the results．

## Fuzzy Logic and Neural Sensors

We are presented with a few interesting possibilities regarding the interpre－ tation of sensor readings．Here we can have the microcontroller mimic the function of a neural and／or fuzzy logic device．


Figure 10.4 Photogaph of flex senser connected to PIC witls LCD display.

Serial Line


Figure 10.5 Schematic of flex sensol" and LCD display connected to PIC microcontrolles:

## Fuzzy logic

In 1965, Lotfi Zadah, a professor at the University of Californiti-Berkeley, first published a paper on fuzzy logic. Since its inception, fuzzy logic has been both hyped and criticized.

In essence, fuzzy logic attempts to mimic the way people apply logic in grouping and feature determination. A few examples should clear this "fuzzy" definition. For instance, how is a warm sunny day determined to be not warm but hot instead, and by whon? The threshold of when someone considers a warm day hot depends on the person's personal heat threshold and the influence of his or her environment (see Fig. 10.6).

There is no miversal thermometer that states that at $81.9^{\circ} \mathrm{F}$ it is warm and at $82^{\circ} \mathrm{F}$ it is hot. Extending this example further, a person living in Alaska has a different set of temperature values for hot days from a person living in New York, and both these walues will be different from those of someone living in Florida. And let's not forget seasonal variations. A hot day has a different temperature scale in winter from that in summer. So what all this boils down to is that the opinions of many people concerning the classification of a day as hot are grouped together

Whether any particular temperature is a member of that group is determined by how closely that temperature matches the median value.

The same idea can be applied to many other things, such as navigation, speed, or height. Let's use height for one more example. If we graph the height of 1000 people, our graph will resemble the first graph shown in Fig. 10.7. We can use this graph of heights to classify shortness, average height, and tallness. If we applied a hard rule that stated that everyone under $5^{\prime \prime} 7$ " is short and everyone taller than $6^{\prime} 0^{\prime \prime}$ is tall, our graph would resemble the second graph. What this does is classify someone who is $511.5^{\prime \prime}$ inches tall as average, when in actuality the person's height is closer to that of the tall ( $6^{\prime} 0^{\prime \prime}$ and over) group.

Instead of hard rules, people typically use soft and imprecise logic, or fuzzy logic. Fuzzy logic uses groups and quantifies the membership in each group. Groups overlap, as seen in the fourth graph. So the person who is 5 '11.5" tall is almost out of the medium group (small membership) and well into the tall group (large membership).


Figure 10.6 Two graphe of temperature change, gradual and stecp.


Figure 10.7 Four graphs of height: gaussiam, binary, digitized, and fuzzy.

Fuzzy logic provides an alternative to the digitized graph (the third graph). A high-resolution digitized graph is also accurate in classifying height. Why would one choose the fuzzy logic method over a digitized model function? Simplified mathematics and learning functions.

To implement fuzzy logic in a PIC microcontroller, one assigns a numeric range to a group. This is what we will do in our next project.

## Fuzzy Logic Light Tracker

The next project we will build is a fuzzy logic light tracker. The tracker follows a light source msing fuzzy logic.
The sensor needed for the tracker is a cadmium sulfide (CdS) photocell. A photocell is a light-sensitive resistor (see Fig. 10.8). Its resistance varies in proportion to the intensity of the light falling on its surface. In complete darkness, the cell produces its greatest resistance.

There are many types of CdS cells on the market. One chooses a particular cell based on its dark resistance and light saturation resistance. The term light saturation refers to the state in which increasing the light intensity to the CdS cell will not decrease its resistance any further. It is saturated. The CdS cell I used has approximately $100 \mathrm{k} \Omega$ resistance in complete darkness and $500 \Omega$ resistance when totally saturated with light. Under ambient light, resistance varies between 2.5 and 10 kg .

To ascertain the proper scale factor, we first decide what capacitor we should use for the best overall range. We then connect the sensor to the PIC microcontroller and run the scale program. The scale factor is used in the program.

The project requires two CdS cells. Test each cell separately. There may be a within-group variance that may change the scale factor used for a particular cell. In this project, I used a $0.022-\mu \mathrm{F}$ capacitor, with the scale parameter set at 255 for both cells in the Pot command.

The schematic is shown in Fig. 10.9. The CdS cells are connected to port B pins 2 and 3 (physical pin numbers 8 and 9 ). The photocells are mounted on a
Cadmium Suffide



Flgure 10.6 Cadmium sulfide photncell.
small piece of wood or plastic (see Fig. 10.10). For each CdS cell, two small holes are drilled for the wire leads to pass through. Longer wires are soldered to these wires and connected to the PIC microcontroller.

One ${ }^{3 / 32^{-}}$to ${ }^{1 / s}$-in hole is drilled for the gearbox motor's shaft. The sensor array is glued to the gearbox motor shaft (see Fig. 10.11).

The operation of the tracker is shown in Fig. 10.12. When both sensors are equally illuminated, their respective resistances are approximately the same. As long as each sensor is within $\pm 10$ points of the other, the PIC program sees them as equal and doesn't initiate movement. This provides a group range of 20 points. This group range is the fuzzy part in fuzzy logic.

When either sensor falls in shadow, its resistance increases beyond our range, and the PIC microcontroller activates the motor to bring both sensors under even illumination.

## DC motor control

The light tracker uses a gearbox motor to motate the sensor array toward the light source (see Fig. 10.13). The gearbox motor shown has a 4000:1 ratio. The shaft spins at approximately 1 rpm . You need a suitably slow motor (gearbox) to turn the sensor array.

The sensor array is attached (glued) to the shaft of the gearbox motor. The gearbox motor can rotate the sensor array clockwise (CW) or counterclockwise (CCW), depending upon the direction of the current flowing through the motor.

To rotate the shaft (and sensor array) CW and CCW, we need a way to reverse the current going to the motor. We will use what is known as an $\mathbf{H}$-bridge. An H-bridge uses four transistors (see Fig. 10.14). Consider each transistor as a simple on and off switch, as shown in the top portion of the drawing. It's called an H -bridge because the transistors (switches) are arranged in an H pattern.

Figure 10.9 Fuzzy logic light tracker circuit.

When switches SW1 and SW4 are closed, the motor rotates in one direction. When switches SW2 and SW3 are closed, the motor rotates in the opposite direction. When all the switches are opened, the motor is stopped.

The PIC microcontroller controls the H-bridge, which is made of four TIP120 Darlington NPN transistors, four 1N514 diodes, and two $10-\mathrm{k} \Omega / 4 /$ W resistors. Pin 0 is connected to transistors Q 1 and Q 4 , and pin 1 is connected to transistors Q3 and Q4. Using either pin 0 or pin 1, the proper transistors are turned on and off to achieve CW or CCW rotation. The microcontroller can stop, rotate CW, or rotate CCW, depending upon the reading from the sensor array.

Make sure that the $10-\mathrm{ks}$ resistors are placed properly or the H -bridge will not function.

The TIP120 Darlington transistors are drawn in the schematic as standard NPN transistors. Many H-bridge circuit designs use PNP transistors on the high side of the H-bridge. The on resistance of PNP transistors is higher than NPN transistors. So, in using NPN transistors exclusively in our H -bridge, we achieve a slightly higher efficiency.

## Diodes

Because the PIC is sensitive to electrical spikes (they may cause a reset or lockup), we place diodes across the collector-emitter junction of each transistor (Q1 to Q4). These diodes snub any electrical spikes caused by switching the motor's windings on and off

Program 10.2

```
`Euzzy logic Bight tracker
start:
LOw a 'Pin 0 low
LOW l 'Pin l low
POt 2,25G,50 "Read riret cis semam
Pot 3.255,bl 'Read acemid cds a
If bo = bl Thert starte 'If equual, do mothing
IE bo = bl Then greater 'If greater', check how much grvater
If bu & bl Then lesser' "If leseern, check how muth leager
greater:
b2 = bo - bl
IE b2 = 10 Then cw 'Ig it within ramge? If not. go to cw
Goto gtare
10sger:
b2 = bl - bo
If b2 s 10 Then cew
Goto stare
cw:
High 0
Fauge 100
Goto start
ccw:
High l
pauge 100
Goto start
```

```
'Gregter' routime
```

'Gregter' routime
'Find Elte divearence
'Find Elte divearence
`口 If it is in raruge, do it again `口 If it is in raruge, do it again

* Lesacr moutine
* Lesacr moutine
'Find Ehe difference
'Find Ehe difference
'Ig it withim range? If root go to deck
'Ig it withim range? If root go to deck
'De agmim
'De agmim
'Turn the sermgr amray cacokmige
'Turn the sermgr amray cacokmige
'Turn sn H-bridge
'Turn sn H-bridge
* Let it! turn for a moment
* Let it! turn for a moment
'Cherk agajn

```
'Cherk agajn
```




```
'Turn on H-bridge
```

'Turn on H-bridge
'Let it tur'n a moment

```
'Let it tur'n a moment
```





Figure 10.10 Sensol autay.


Figure 10.11 Selusor array conmected to shaft of gearbox motor


Figure 10.12 Functional behavior of sensor array


Figure :0.13 Photograph of fuzzy light tracking circuit.
Operation
When run, the light tracker will follow a light source. If both CdS cells are approximately evenly illuminated, the tracker does nothing. To test this, cover one CdS sensor with your finger. This should activate the gearbox motor, and the shaft should begin to rotate.


Figure 10.14 H-bridge function and electrical schematic.

If the shaft rotates in the direction opposite the light source, reverse either the sensor input pins or the output pins to the H -bridge, but not both.

## Fuzzy Output

The output of our fuzzy light tracker is binary. The motor is either on or off, rotating clockwise or counterclockwise. In many cases you would want the output to be fuzzy also. For instance, letts say you're making a fuzzy controller for elevators. You would want the elevator to start and stop gradually (fuzzy) not abruptly as in binary (on-off).

Could we change the output of our light tracker and make it fuzzy? Yes. Instead of simply switching the motor on, we could feed a PWM (pulse-widthmodulation) signal that can vary the motor's speed.

Ideally, the motor's speed would be in proportion to the difference (in resistance) of the two CdS cells. A large difference would produce a faster speed than a small difference. The motor speed would change dynamically (in real time) as the tracker brings both CdS cells to equal illumination.

This output program may be illustrated using fuzzy logic graphics, groups, and membership sets.

In this particular application, creating a fuzzy output for this demonstration light tracker unit is overkill. If you want to experiment, begin by using the Pulsout and PWM commands to vary the de motor speed.

## Neural sensors (logic)

With a small amount of programming, we can change our fuzzy logic sensors (CdS photocells) to neural sensors. Neural networks are an expansive topic; we are limiting ourselves to one small example. For those who want to pursue further study into neural networks, I recommend a book I've written entitled Understanding Neural Networks (ISBN \#0-7906-1115-5).

To create neural sensors, we will take the numeric resistive reading from each sensor, multiply it by a weight factor, and then sum the results. The results are then compared to a tri-level threshold value (see Fig. 10.15).

Thus, our small program and sensors are performing all the functions expected in a neural network. We may even be pioneering a neural finst, by applying a multivalue threshold scheme. Are multivalue thresholds natural or mimicked in nature (biological systems)? The answer is yes. For instance, an itch is a extremely low level of pain. The sensation of burning is actually the combination of sensing ice cold with warm (ooh).

## Multivalue threshold

Typically in neural networks, individual neurons have a singular threshold (positive or negative) that, once exceeded, activates the output of the neuron. In our example, the output is compared to multiple values, with the output going to the best fit.

Instead of thinking of the output as numeric values, think of each numeric range as a shape instead; a circle, square, and triangle will suffice. When the neuron is summed, it outputs a shape block (instead of a number). The receptor neurons (LEDs) have a shaped receiver unit that can fit in a shape block. When a shape block matches the receiver unit, the neuron becomes active (LED turns on).

In our case, each output neuron relates to a particular behavior: sleeping, hunting, and feeding-behaviors essential for survival in a photovore-style robot. Each output shape represents the current light level.

Low light level: The photovore stops hunting and searching for food (light). It enters a sleep or hibernation mode.
Medium light level: The photovore hunts and searches for the brightest light areas.


Figure 10.15 Simple neural sensor.

High light level: The photovore stops and feeds via solar cells to recharge its batteries.

Instead of building a photovore robot, we will use an LED to distinguish among the behavior states (see schematic in Fig. 10.16). You can label the LEDs sleeping, hunting, and feeding. Which LED will become active will depend upon the light level received by the CdS cells. The finished project is shown in Fig. 10.17.

Program 10.3

```
`Neural demo
'Gee lip
LON 0 "LED O OEF: "SIEEPN
LON 1 "LED l OEE & "HMRL"
LOW 2 'LED 2 offi "Feed"
SE|r't:
FOt 3, 25%,b0
EOt 4,25G,bl
W2 = 50%3
```

```
'Read first semeor
```

'Read first semeor
'Read seromri eensor
'Read seromri eensor
'Agely weiglt

```
'Agely weiglt
```



Figure 10.16 Neural microcontroller circuit.


Figure 10.17 Photograph of neural microontroller circuit.

```
w= bl *2
w4 = w2 + w3
'mpply threaholds
If w4 < 40 Then feed
IE w4 s= 300 Ther hume
If k4 3 300 Then mmooze
```

'Apply weight
"Sum results
"Lote of Iight; feed
"Mediumi light: hume
"Eitele light; sleep

```
Feed: 'Feeding
LSN 0
LOw l
High 2
Goto stare
hunt: 'Hunting
LON 0
High l
Low'2
Goto stark
Enosze: 'sleepitg DONs T USE EEYMORD SLEEE
High 0
LOw l
Lsm 2
Goto Etart
```


## Parts List

Components outlined in Chap. 1.

## Additional components

(2) CdS photocells
(1) Flex senisor
(2) $0.022-\mu \mathrm{F}$ capacitors
(1) $0.01-\mu \mathrm{F}$ capacitor
(4) TIP120 NPN Darlington transistors
(2) $10-\mathrm{k} \Omega$ resistors
(6) 1N514 diodes
(2) $1-\mathrm{kQ}$ resistors
(1) Gearbox motor

Available from: Images Company, James Electronics, JDR MicroDevices, and RadioShack (see Suppliers Index).
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## Chapter <br> 11

## DC Motor Control

In this chapter we will look at a few methods of controlling a de hobby motor. A single pin of the 16F84 PIC microcontroller is limited to a maximum output current of 25 mA . In most cases, this is too feeble a current to power a dc motor directly. Instead, we use the output of a PIC pin to turn on and off a transistor that can easily control the current needed to run hobby motors. The two methods we use incorporate transistors to switch current on and off.

## The Transistor

The transistor of choice used in most of these examples is a TIP120 NPN transistor. The TIP120 is a Darlington transistor, medium power, 5-A maximum current, and designed for general-purpose amplification and low-speed switching. The PNP version of this transistor is the TIP125.

## First Method

This is a simple on-off motor switch (see Fig. 11.1). When the PIC pin is brought high, the transistor goes into conduction, thereby turning on the dc motor. The diode across the collector-emitter junction of the transistor protects the transistor from any inductive voltage surge caused by switching the motor off. For added PIC protection, insert a signal diode and current-limiting resistor on the output pin.

```
Mryogram de motor
Pause logo 'Wait l s
High 0 'THr'r Gn dre motor'
Pause lo00 'Wait l s
LON 0 'THTH OEFEGOMOLOL
End
```

In the circuit, notice the $1500-\mu \mathrm{F}$ capacitor. A large capacitor is needed to smooth the voltage dips caused by the de motor's turning on and off. Without

Copyright 2000 The McGraw-Hill Companies, Inc. Click Here for Terms of Use.
a large capacitor, the sudden dip in voltage may inadvertently reset the PIC microcontroller. A pictare of this circuit is shown in Fig. 11.2 .

## Bidirectional Method

An H-bridge allows bidirectional control of a de motor. To achieve this, it uses four transistors (see Fig. 11.3). Consider each transistor as a simple on-off switch, as shown in the top portion of the drawing. This circuit is ealled an H bridge because the transistors (switches) are arranged in an H pattern.


Figure 11.1 On off motor swith using TIP120 transistor.


Flgure 11.2 Plootograph of eincuit.


Figure 11.3 H-bridge sehematic and function.

When switches SWI and SW4 are closed, the motor rotates in one direction. When switches SW2 and SWS are closed, the motor rotates in the opposite direction. When all the switches are open, the motor is stopped. Replace the switches with transistors and you have an electronic H-bridge.

The PIC microcontroller controls an H-bridge made of four TIP120 Darlington NPN transistors, four 1N514 diodes, and two $10-\mathrm{ks}{ }^{1 / 4} / 4$ W resistors (see Fig. 11.4). The TIP120 Darlington transistors are drawn in the schematic as standard NPN transistors. Pin 0 is connected to transistors Q1 and Q4. Pin 1 is connected to transistors $Q 3$ and Q4. Using either pin 0 or pin 1, the proper transistors are turned on and off to achieve clockwise (CW) or counterclockwise (CCW) rotation. If, by accident or programming error, pins 0 and 1 are brought high simultaneously, this will create a short circuit.

If the H -bridge is used properly, the microcontroller can stop, rotate CW , or rotate CCW the DC motor.
Many H-bridge circuid designs use PNP transistors on the high side of the H-bridge. The on resistance of PNP transistors is higher than NPN transistors. So, in using NPN transistors exclusively in our H-bridge, we achieve a slightly higher efficiency.

## Diodes

Because the PIC is sensitive to electrical spikes (they may cause a reset or lockup), we place diodes acrose the collector-emitter junction of each transistor (Q1 to Q4). These diodes snub any electrical spikes caused by switching the motor's windings on and off.
A picture of the PIC H-bridge controller is shown in Fig. 11.5. The following program rotates the motor CW for 1 s , pauses for 0.5 s , then rotates the motor CCW for 1 s , pauses for 0.5 s , and then repeats the sequence.

```
` H-bricige
LOW !
LOM I
sEart:
Pause 500 "Pauge for 0.5 %
High 1 "RoLate motgr in one direction
Palise logo 'maje l g
Lon' 1 'SEOP moLOr
Pauge 500 'Pause for 0.5 a
```



Figure 11.4 PIC schematic using H -bridge to control de motor.

```
High 0 "Rotate in opposite direction
F@lyag 1000 'Wait l G
LOn 0 "SEOP mOEOR
Goto atart "Do it again
```


## Parts List

Same components as in Chap. 1.

## Additional components

(4) TIP120 NPN Darlington transistors
(2) $10-\mathrm{k} \Omega$ resistors
(1) De motor
(4) 1 N 914 signal diodes

Available from: Images Company, James Electronics, JDR MicroDevices, and RadioShack (see Suppliers Index),


Figure 11.5 Photograph of complete project.
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## Chapter <br> 12

## Stepper Motor Control

In the last chapter, we programmed the PIC microcontroller to control de motors. Along with de motors, stepper motors and servomotors are types of motors that are commonly used. In this chapter we will examine the use of stepper motors.

Stepper motors provide considerable advantages over de motors. Under a PIC controller, stepper motors may be used for precise positioning in a wide range of applications, including robotics, automation, animatronics, and positioning control.

Stepper motors operate differently from dc motors. When power is applied to a dc motor, the rotor begins turning smoothly. Speed is measured in revolutions per minute (rpm) and is a function of voltage, current, and load on the motor. Precise positioning of the motor's rotor is usually not possible or desirable.

A stepper motor, on the other hand, runs on a sequence of electric pulses to the windings of the motor. Each pulse rotates the stepper motor's rotor by a precise increment. Each increment of the rotor movement is referred to as a step-hence the name stepper motor. The incremental steps of the rotor's rotation translate to a high degree of positioning control, either rotationally or linearly if the stepper motor is configured to produce linear motion. The incremental rotation is measured in degrees.

Stepper motors are manufactured with varying degrees of rotation per step. The specifications of any particular stepper motor will always state the degree of rotation per step. You can find stepper motors with degrees per step that vary from a fraction of a degree ( $0.12^{\circ}$ ) to many degrees (e.g., $22.5^{\circ}$ ).

To become familiar with stepper motors, we will build a simple stepper motor controller from a PIC 16 F 84 and examine the operating principles of stepper motors.

## Stepper Motor Construction and Operation

Stepper motors are constructed using strong permanent magnets and electromagnets. The permanent magnets are located on the rotating shaft, called the
rotor. The electromagnets or windings are located on the stationary portion of the motor, called the stator. Figure 12.1 illustrates a stepper motor stepping through one complete rotation. The stator, or stationary portion of the motor, surrounds the rotor.

In Fig. 12.1, position 1, we start with the rotor facing the upper electromagnet, which is turned on. To move the rotor in a clockwise (CW) rotation, the upper electromagnet is switched off and the electromagnet to the right is switched on. This causes the rotor to rotate $90^{\circ} \mathrm{CW}$ to align itself with the electromagnet, shown in position 2. Continuing in the same manner, the rotor is stepped through a full rotation until we end up in the same position as we started, shown in position 5.

## Resolution

The amount of rotation per pulse is the resolution of the stepper motor. In the example illustrated in Fig. 12.1, the rotor turned $90^{\circ}$ per pulse-not a very practical motor. A practical stepper motor has a greater resolution (smaller steps); for instance, it may rotate its shaft $1^{\circ}$ per pulse (or step). Such a motor requires 360 pulses (or steps) to complete one revolution.

When a stepper motor is used for positioning in a linear motion table, each step of the motor translates to a precise increment of linear movement.

Assume that one revolution of the motor is equal to 1 in. of linear travel on the table. For a stepper motor that rotates $3.75^{\circ}$ per step, the increment of linear movement is approximately 0.01 in . per step. A stepper motor that rotates $1.0^{\circ}$ per step would give approximately 0.0027 in . per step. The increment of movement is inversely proportional to the number of degrees per step.

## Halt-stepping

It is possible to double the resolution of some stepper motors by a process known as half-stepping. The process is illustrated in Fig. 12.2. In position I, the motor starts with the upper electromagnet switched on, as before. In position II, the electromagnet to the right is switched on while power to the upper coil remains on. Since both coils are on, the rotor is equally attracted to both electromagnets and positions itself in between the two positions (a half-step). In position III, the upper electromagnet is switched off and the rotor completes one step. Although I arn only showing one half-step, the motor can be halfstepped through the entire rotation.

## Other types of stepper motors

There are four-wire stepper motors. These stepper motors are called bipolar and have two coils, with a pair of leads to each coil. Although the circuitry of this stepper motor is simpler than that of the motor we are using, this motor requires a more complex driving circuit. The circuit must be able to reverse the current flow in the coils after it steps.


Figure 12.1 Stepper motor going through one rotation.
$+\infty$
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Figure 12.2 Half-stepping.

## Real-World Motors

The stepper motor illustrated in Figs. 12.1 and 12.2 rotated $90^{\circ}$ per step. Realworld stepper motors employ a series of mini-poles on the stator and rotor. The mini-poles reduce the number of degrees per step and improve the resolution of the stepper motor. Although the drawing in Fig. 12.3 appears more complex, the operation of the motor is identical to that of the motors shown in Figs. 12.1 and 12.2 .
The rotor in Fig. 12.3 is turning in a CW rotation. In position $I$, the north pole of the permanent magnet on the rotor is aligned with the south pole of the electronagnet on the stator. Notice that there are multiple positions that are all lined up. In position II, the electromagnet is switched off and the coil to its immediate left is switched on. This causes the rotor to rotate CW by a precise amount. It continues in this same manner for each step. After eight steps, the sequence of electric pulses starts to repeat.
Half-stepping with the multipole arrangement is identical to the half-stepping described before.

## First Stepper Circuit

Figure 12.4 is the schematic for our first test circuit. The output lines from the PIC 16F84 are buffered using a 4050 hex buffer chip. Wach buffered signal line is connected to an NPN transistor. The TIP120 transistor is actually an NPN Darlington; in the schematic, it is shown as a standard NPN. The TIP120 transistors act like switches, turning on one stepper motor coil at a time.

## Multipole Operotion



Figure 12.3 High-resolution stepper motor.


The diode placed across each transistor protects the transistor from the inductive surge created when current is switched on and off in the stepper motor coils. The diode provides a safe return path for the reverse current. Without the diodes, the transistor will be more prone to failure and/or shorter life.

## Stepper motors

Figure 12.5 is an electric equivalent circuit of the stepper motor we are using. The stepper motor has six wires coming out from the casing. We can see by following the lines that three leads go to each half of the coil windings, and that the coil windings are comected in pairs. This is how unipolar four-phase stepper motors are wired.

So, let's assume that you just picked this stepper motor and didn't know anything about it. The simplest way to analyze it is to check the electrical resistance between the leads. By making a table of the resistances measured between the leads, you'll quickly find which wires are connected to which coils.

Figure 12.6 shows how the resistance of the motor we are using looks. There is a $13 \Omega$ resistance between the center-tap wire and each end lead, and $26 \Omega$ between the two end leads. The resistance reading from wires originating from separate coils will be infinitely high (no connection). For instance, this would be the case for the resistance between the blue and brown leads.

Armed with this information, you can decipher just about any six-wire stepper motor you come across and wire it properly into a circuit. The stepper motor we are using rotates $1.8^{\circ}$ per step.


Figure 12.5 Electrical equivalent of stepper motor.


Figure 12.6 Resistance of stepper motar.

## First test circuit and program

After you are finished constructing the test circuit, program the PIC with the following Basic program. The program has been kept small and simple to show how easy it is to get a stepper motor moving. Table 12.1 shows that each step in the sequence turns on one transistor. Use the table to follow the logic in the PICBasic program.

When you reach the end of the table, the sequence repeats, starting back at the top of the table.

```
'Stepper motor comeromler
Sytibol TRISE = 134 "Initiallea TRISE EO 134
Symbol FortE = E "Initialize var゙iamle EortB to E
Symbol Ei = bag "Initlal Ei delay
ti = 25 "SEE de?ay LO 25 me
FOke TRISE,D "SEE portt B lineg output
```



```
Foke POrttE,l
Fause ti
    "Stepl
"Drelay
Foke portB,2
Fauge ti "Delay
Foke portE,4 "Step 3
Fauge ti "Delay
Poke portE,日 "Step 4
Pauge ti "Delay
GoLO gtartt "Do it again
```

TABLE 12．1 Full－Stepping

|  | Transistors |  |  | Pont B <br> output |
| :--- | :---: | :---: | :---: | :---: |
| Q1 | Q 2 | Q 3 | $\mathrm{Q4}$ | decimal |

## One rotation

Using whole steps，the stepper motor requires 200 pulses to complete a single rotation（ $360^{\circ} / 1.8^{\circ}$ per step）．Having the PIC microcontroller count pulses allows it to control and position the stepper motor＇s rotor．

## Second Basic Program

This second PICBasic progran is far more versatile．The user can modify pro－ grammed parameters（time delay）as the program is running，using one of the four switches connected to port A．Pressing SW1 lengthens the delay pause between steps in the sequence and consequently makes the stepper motor rotate more slowly．Pressing SW2 has the opposite effect．Pressing SW3 makes the program halt the stepper motor and stay in a holding loop for as long as SW3 is closed（or pressed）．Rotation direction（CW or CCW）is controlled with the SW4 switch．Pressing the SW4 switch reverses the stepper motor direc－ tion．The direction stays in reverse for as long as SW4 is pressed（or closed）．

```
'stepper motor controller
Symbol TRISE = 134 'Initialize TRISE to 134
Sytibol TRISA = 133 "Initialize TRISA EO 133
Symbol portE = E 'Lnitislaze variable porte EO E
Symbol porta = 5 "Initialgze variable porta to 5
Symbol Ei = bor "Ininial ti delay
Ei = 100
Poke TRISB,D
ER自r゙t!
sequemac
EOke POrtB,I
Parase ti
EOke POrtE,2
Pauge ti
Eoke POrtE,A
Pause ti
Foke porte, 日
Paugar ti
Gots gheck
star゙t2:
```

```
"Set delay [o l00 ma
```

"Set delay [o l00 ma
Set port E 彐iries output
Set port E 彐iries output
"Forwari gtapper motor rotation sequemme
"Forwari gtapper motor rotation sequemme
SEEP 1
SEEP 1
'Delay
'Delay
SEEP 2
SEEP 2
"Delay"
"Delay"
SEEP 3
SEEP 3
'Delay
'Delay
'step 4
'step 4
'Delay
'Delay
*Tump Eo check awiteh seamug
*Tump Eo check awiteh seamug
"Reverge motor rotation sequence

```
"Reverge motor rotation sequence
```

```
Poke por゙te, 日 'srep l
Pause ti 'Delsy
Poke portm,4 'stepz
Pauge ti '口alay
Poke porte,2 sstep 3
```

Pauge ti

```
Pauge ti
Foke portm,l
Foke portm,l
Pauge ti
Pauge ti
Goto check
Goto check
chemk:
chemk:
Peek ports, BO
Peek ports, BO
If bit0 = 0 Then loopl
If bit0 = 0 Then loopl
If bitl = 0 Them 100p2
If bitl = 0 Them 100p2
If bie2 = 0 Ther holds
If bie2 = 0 Ther holds
If biES = 0 Them stare
If biES = 0 Them stare
GOtS atar゙&2
GOtS atar゙&2
100pl:
100pl:
Foke porte,0
Foke porte,0
セi = Ei + 5
セi = Ei + 5
Palage 50
Palage 50
If EI = 250 Ther holdl
If EI = 250 Ther holdl
Peek porta,0口
Peek porta,0口
IE biE0 = 0 Thatu Iogel
IE biE0 = 0 Thatu Iogel
Goto aluedk
Goto aluedk
100p2:
100p2:
Foke portm,0
Foke portm,0
ti = Ei - 5
ti = Ei - 5
Fauge 50
Fauge 50
If Ei & 20 Then tolde
If Ei & 20 Then tolde
Peek porta,mo
Peek porta,mo
If biel = 0 Them 10gpz
If biel = 0 Them 10gpz
Goto mherk
Goto mherk
holdl:
holdl:
ti = 245
ti = 245
Got0 loopl
Got0 loopl
moldz:
moldz:
Ei = 25
Ei = 25
goto lopp2
goto lopp2
holds:
holds:
Foke portem,D
Foke portem,D
Peek porta, bo
Peek porta, bo
If bitz = 0 Ther holds
If bitz = 0 Ther holds
Goto elmedk
```

```
Goto elmedk
```

```
```

'Delsy
'scep 4
"Delay
"Tump Eo check awitch status
'SWiEnh statura
'Feak EHe switches
'IE SWl i㔯 closed, imerease ti
'If SW2 is rimsed, derreagre ti
SEOP motor
'GO for'ward
G0 reveriee
'Incretase delay
'Turn off transiseore
'Increbiee delay my 5 me
'Delay
'Limit relay to 250 ms
'Check switch status
'Still itucr'ea民ing delay?
'If not, jumo to mairl switch statug chedk
"口emresaee delay
'Turn off Eransiseors
'Derrease delay by 5 me
'Pauge
'Limit delay to 20 min
"Cherk switch stabug
'seill dermeating delay?
'If not, jume Lo muin switch status Ghedk
'Limit upper' delay
'T0 245 me
Gc back
'Limit lowex delay
'To 25 mLs
'G0 back
'seOp stepoer" motor
'Turn off Eransistor'
'Cherk switches
'Keep motor' OEF?
'If not, jumo to maim switch status check

```

The schematic for this program is shown in Fig．12．7．In the photograph of the circuit（see Fig．12．8），the four switches are difficult to make out．They are the four bare wire strips behind the PIC microcontroller．The top sides of the bare wire strips are connected to +5 V through \(10-\mathrm{k} \Omega\) resistors．A wire from each switch is connected to the appropriate pin on port A．A single wire is con－ nected to ground and is used to close any of the switches by touching the bare wire strip．

\section*{Half－Stepping}

Half－stepping the motor effectively doubles the resolution．In this instance，it will require 400 pulses to complete one rotation．Table 12.2 shows the switch－

Figure 12.7 Schematic of stepper moter circuit.


Figure 12. \({ }^{\text {( }}\) Photograph of circuit.

TABLE 12.2 Half-Stepping
\begin{tabular}{|c|c|c|c|c|}
\hline \multicolumn{4}{|c|}{Thansistors} & \multirow[b]{2}{*}{Port B output (decinal)} \\
\hline Q1 & Q2 & Q3 & Q4 & \\
\hline On & - & - & - & 1 \\
\hline On & On & - & - & 3 \\
\hline - & On & - & - & 2 \\
\hline - & On & Or & - & 6 \\
\hline - & - & On & - & 4 \\
\hline - & - & On & Or & 12 \\
\hline - & - & - & On & 8 \\
\hline On & - & - & On & 9 \\
\hline
\end{tabular}
ing logic needed in a program.
When you reach the end of the table, the sequence repeats, starting back at the top of the table.

\section*{The ti Delay Variable}

The ti wariable used in each Basic program controls a delay pause whose purpose is to slow down the output sequence to port \(B\). Without the pause, the sequence might run too fast for the stepper motor to respond, causing the stepper motor to malfunction.

You may want to vary the ti variable in the program depending upon your PIC crystal speed. You can experiment with the ti variable until you find the best range for your particular PIC.

\section*{Troubleshooting}

If the motor doesn't move at all, check the diodes. Make sure you have them in properly, facing in the direction shown in the schematic.

If the stepper motor moves slightly and/or quivers back and forth, there are a number of possible causes.
1. If you are using a battery power supply, the batteries may be too weak to power the motor properly. Note: Batteries wear out quickly because the current draw from stepper motors is usually high.
2. If you substituted another transistor for the TIP 120 NPN transistor, the substitute transistor may not be switching properly or the current load of the stepper motor may be too great. Solution: Use TIP 120 transistors.
3. You have the stepper motor improperly wired into the circuit. Check the coils using an ohmmeter and rewire if necessary.
4. The pulse frequency is too high. If the pulses to the stepper motor are going faster than the motor can react, the motor will malfunction. The solution to this problem is to reduce the pulse frequency. The pulse frequency is controlled by the ti variable in the program. Increasing the value of this variable will slow down the pulse frequency to the stepper motor.

\section*{UCN 5804 Dedicated Stepper Motor ICs}

We have controlled the stepper motor directly from the PIC chip. There are dedicated integrated circuits that we can use to control stepper motors. If we incorporate stepper motor controller chips into the design, the PIC controller can control multiple stepper motors. These controller chips can do most of the grunt work of controlling a stepper motor. This simplifies our program and overall circuit while enhancing the hardware-a good combination.

One chip I use frequently is the UCN 5804 stepper motor controller. The pinout of the UCN 5804 is shown in Fig. 12.9. Features of the UCN 5804 are as follows:
- 1.25-A maximum output current (continuous)
- \(35-\mathrm{V}\) output sustaining voltage
- Full-step and half-step outputs
- Output enable and direction control
- Internal clamp diodes
- Power-on reset
- Internal thermal shutdown circuitry


Figure 12.9 Pinout of the UCN 5804.

The schematic for a stepper motor controller using a dedicated IC is shown in Fig. 12.10, and a photograph of the circuit is shown in Fig. 12.11. The UCN 5804 is powered by a \(5-\mathrm{V}\) dc power supply. While it is internally powered by 5 V , it can control stepper motor voltages up to 35 V .

Notice in the schematic that there are two resistors, labeled rx and ry, that do not show any resistance value. Depending upon the stepper motor, these resistors may not be necessary. Their purpose is to limit current through the stepper motor to 1.25 A (if necessary).

Let's look at our 5-V stepper motor. It has a coil resistance of \(13 \Omega\). The current draw of this motor will be \(5 \mathrm{~V} / 13 \mathrm{Q}=0.385 \mathrm{~A}\) or 385 mA , well below the 1.25 -A maximum rating of the UCN 5804 . So in this case resistors rx and ry are not needed and may be eliminated from the schematic.

Before we move on, however, let's look at one more case, a \(12-\mathrm{V}\) stepper motor with a phase (coil) resistance of \(6 \Omega\). The current drawn by this motor is \(12 \mathrm{~V} / 6 \Omega=2 \mathrm{~A}\). This is above the maximum current rating of the UCN 5804. To use this stepper motor, you must add the rx and ry resistors. The rx and ry resistor values should be equal to each other, so that each phase will have the same torque. The values chosen for these resistors should limit the current drawn to 1.25 A or less. In this case, the resistors should be at least \(4 \Omega\) ( 5 to 10 W ). With the resistors in place, the current drawn is \(12 \mathrm{~W} / 10 \Omega=1.20 \mathrm{~A}\).

The inputs to the UCN 5804 are compatible with CMOS and TTL, meaning that we can connect the outputs from our PIC microcontroller directly to the UCN 5804 and expect it to function properly. The step input (pin 11) to the UCN 5804 is generated by the PIC microcontroller. The Output Enable pin enables the stepper motor when held low and disables (stops) the stepper motor when brought high (see Fig. 12.10).


Figure 12.10 Stepper motor schematic using the UCN 5804.


Figure 12．11 Photograph of stepper motor circait with the UON 5804.

Pins 10 and 14 on the UCN 5804 are controlled by switches that bring the pins to a logic high or low．Pin 10 controls whether the output to the step－ per motor will be full－step or half－step，and pin 14 controls direction．If we want，these options may also be put under the control of the PIC．The pins are brought to logic high and low to activate the options in the same way as the Output Enable pin was activated．
The following is a PICBasic program that uses a dedicated stepper motor IC．
```

"stepper motor w/ uCN 5BO4
SymbOl TRISE = 134 "Initialize TRISE EO 134

```

```

POke TRISE, " Set EOItE IIJes output
Lowl "Eving 口uEput Euschle low to run
\&Eひどた:
Fulsout 0, 10000 "Sencilo-ma pulse Eg [TCN 5804
Got0 Etsmtt "Do it agaim

```

In this case，I again wrote a simple core program to show how easily you can get the stepper motor running．You can，of course，add options to the pro－ gram to change the pulse frequency，connect the direction and step mode pins，etc．

\section*{Parts List}
\begin{tabular}{ll} 
(1) UCN 5804 & Stepper motor controller chip \\
(1) 5 V & Stepper motor, unipolar (six-wire) \\
(1) \(115 \mathrm{~W} / 5 \mathrm{~V}\) & Stepdown wall transformer \\
(6) & 1 N 914 diodes \\
(1) & TIP120 NPN transistors \\
(1) & 7805 voltage regulator \\
(1) & Rectifier, 50-V, 1-A \\
(1) & \(150-\mu \mathrm{F}\) capacitor \\
(1) & 4050 hex buffer chip
\end{tabular}

Available from: Images Company, James Electronics, JDR MicroDevices, an RadioShack (see Suppliers Index)

This page intentronally left bank

\section*{Chapter \\ 13}

\section*{Servomotor Control}

Servomotors (see Fig. 13.1), are used in most radio-controlled model airplanes and expensive model cars, boats, and helicopters. Because of this hobbyist market, servomotors are readily available in a number of stock sizes. Servomotors have many applications in animatronics, robotics, and positioning control systems.

Fundamentally, servomotors are geared de motors with a positional feedback control that allows the rotor to be positioned accurately. The specifications state that the shaft can be positioned through a minimum of \(90^{\circ}\left( \pm 45^{\circ}\right)\). In reality, we can extend this range closer to \(180^{\circ}\left( \pm 90^{\circ}\right)\) by adjusting the positional control signal.
There are three wire leads to a servomotor. Two leads are for power +5 V and GND. The third lead feeds a position control signal to the motor. The position control signal is a single variable-width pulse. The pulse can be varied from 1 to 2 ms . The width of the pulse controls the position of the servomotor shaft.

A 1-ms pulse rotates the shaft to the extreme counterclockwise (CCW) position \(\left(-45^{\circ}\right)\). A \(1.5-\mathrm{ms}\) pulse places the shaft in a neutral midpoint position \(\left(0^{\circ}\right)\). A 2-ms pulse rotates the shaft to the extreme clockwise (CW) position ( \(+45^{\circ}\) ).
The pulse width is sent to the servomotor approximately 50 times a second \((50 \mathrm{~Hz})\). Figure 13.2 illustrates the relationship of pulse width to servomotor position.

The first program sweeps the servomotor back and forth like a radar antenna. The schematic is shown in Fig. 13.3. I'm purposely keeping the program small in order to illustrate the core programming needed. A picture of this project is shown in Fig. 13.4.
The variable B 3 holds the pulse-width value. Suppose we examine the Pulsout command

Pulsout Pry, Pariod
Pin, of course, is the pinout. The number used in Period is specified in \(10-\mu \mathrm{s}\) (microsecond) units. In the program, we are starting with B3 equaling 100, or


Figure 13.1 Picture of hobby 4- to 6-sV (42-az torque) servonetars.
\(100 \times 10 \mu \mathrm{~s}=1000 \mu \mathrm{~s}\) or 1 ms . If we look back at our servo specifications, we see that a \(1-\mathrm{ms}\) pulse rotates the servo's arm to its leftmost position.

The program continues to smoothly increment the B3 variable, sweeping the servomotor's arm to its rightmost position at \(\mathrm{B} 3=200(2 \mathrm{~ms})\). At this point, the process reverses, and B 3 begins to decrement back to 100.

This sweeping back and forth continues for as long as the program is run.
```

`Nervo moLor program

```

```

0y = 100 'Initialize at left positiom
sweep:
Fulgout 0,b3 'Gend signal vo Eervomotor'
Pauge ls 'Tramamit signal 50-60 -42

```

```

If b3 =200 Ther' sweeplark 'Gud of Eorwarm Ewrep?
GOtS glkeep ikere sweepimg
sweepback:
b3 = - I 'Decreminte servo pulse widath

```

```

Fause 18 'Gend it 50-60 Hz

```

```

Sots aweepbacks 'Kees going idak

```

1.5 met Fulbe Traln

\section*{Sbre hotor Posithon}

Midringe


Figure 13.2 Pulse-width train delivered to gervomotor. Relationship of pulse width to servomotor \({ }^{*}\) armature position.


Figure 13.3 Schematic of basic servomotor sweeper controller (automatie)

\section*{Extending Servomotor Range}

A pulse-width variance from 1 to 2 ms will provide a full \(90^{\circ}\) of rotation. To extend this range up to \(180^{\circ}\), you need to use pulses smaller than 1 ms and greater than 2 ms .

If you decide to extend the rotational movement from your servo, you should be aware of certain problems that may arise. In particular, the servomotor has


Figure 13.4 Picture of automatic servmotor sweeper.


Figure 13.5 Schematic of mantal control servomotor.
end stops that limit how far the shat can rotate in either direction. If the PIC is sending a signal to the servomotor that is past either end stop, the motor will continue to fight against the end stop. In this stalled condition, the servomotor will draw increased current and generate greater wear on the gearing inside the motor, neither of which is desirable.

There is a within-group variance among servomotors from the same manufacturer as well as a variance among servomotor manufacturers. So while one
servo may need a \(2.8-\mathrm{ms}\) pulse for a full rotation extension, another may require only a \(2.4-\mathrm{ms}\) pulse width.

When you decide to go out of the prescribed range of acceptable pulse widths ( 1 to 2 ms ) for serwomotors, you should check the individual servomotor to ensure that you are not stalling.

\section*{Manual Servo Control}

This next project allows you to control the servomotor yia a few switches. The schematic is shown in Fig. 13.5. The switch used is a single-pole, double-throw (SPDT) with a center off position. The center off position is essential. If there is not a center off position, you will need to use two switches instead of one.

The operation of this switch is simple. To activate the servo, move the switch in the upward direction. The servo will begin to rotate in one direction. To stop the motor, move the switch to the center off position. To rotate the servo in the opposite direction, push the switch lever down. Stop the servo as before, by placing the switch in the center off position. The complete project is shown in Fig. 13.6.
```

MManual gervo controllec
Symbol porta = 5

```


```

Peek porta,00
If biE0 = 0 Therr sweepl
If bitl = 0 Thern sweepr
Eulsout 0,53
Palge 18
Goto start
sweepl:
\&I=b3+1

```
```

Pulsout 0,63

```
```

"mock at sw"tchea mil port I

```
"mock at sw"tchea mil port I
"I䌽 SNl prestefl?
"I䌽 SNl prestefl?
"Ig sw2 pressed?
"Ig sw2 pressed?
"Hold servo itn dur"rent poaition
"Hold servo itn dur"rent poaition
"Sond gignal 50-60 H2
"Sond gignal 50-60 H2
"chedr skitathes sqagin
"chedr skitathes sqagin
"SWl is presaed
```

"SWl is presaed

```


```

"Sence sigmal to ger"vo motor

```
```

"Sence sigmal to ger"vo motor

```


Figure 13.6 Picture of manal control serwomotor.

```

If bS =20| Then heldl "Waximumi sweepl valut?
Goto start "Eeep smEeping
SWUepr": "SW2 is Preseaced
b3 = b3 - 1 "Deqmement servo pulse wirith
F'ulsout 0, %3 "Sent bulse to servomoter
Eauge 18 "Sencit 50-60 Hz
If bS < l00 Then hoidz "Minimum sweepr" valyd?
Gote start "Foep goimg back
holgi:
bl = 200
Goto stark
lold2: "Hold mignimtun valut E0 100
bコ = 100
Goto gtart

```

\section*{Multiple Servomotors}

Using the routines in the last servomotor program，you can easily connect three servomotors to the PIC \(16 F 84\) and still have four open DO lines avail－ able for other duties．

The next project provides manual control for multiple（two）servomotors．It uses the core programming routines from the previous example．

The schematic adds a switch and a servomotor（see Fig．13．7）．
```

`Multiple gervo controliex progrsit
Symbol porta = 5
@l = 150 "Intrualize serve l at merter position
\4 = 150 "InItiblize servo 2 at Genter positign
seart!
Peerk porta,50
TE bita = 0 Therm Swaepl
IE biEl = O Therim sweegr
IE biE2 = 0 Therl sweevlz
If biE3 = a Tharl sweepre
Fulgout a,b3
Pulgout lr %4
Pauge 18
口OtS gtar゙t
sweepl
53 = b3 + 1
Fulgout 0,53
Pulgout l, M4
Pause 18
エE BS 3 200 Thern holdl
GOtO atsurt
swrepr゙
2] = \&3 - 1
pulgout 0. n3
Fulgout l, D4
Eauge 18
IE b3 \& 100 Thar3 Moldz
Goto stare
hold1:
\$3 = 200
GOLS gtark
hold2: "EOla minimum valute EO lod
\#3 = 100

```
＂Iricualize serve l at renter position
＂Itytialize ser＂ 2 at Genter position
＂Look at switches on potie A
＂It swl Presaed？
＂IE SW2 Pressed？
＂Ig sws Presaed？
＂Ig 5n4 Presaed？


＂Sarci eignal 50－60 H2
＂check Ewitethea again
＂SNl is Presaded
＂Increment servo pulat wivith
＂Serf sigral to servo 1 motor
＂Hold mervo 2 position
＂Transmit sighal 50－60 HZ
＂Maximum sweepl value？
＇Keep aneeping
＂SWZ is Pressed

＂Serci pulse Eo servonotor＂
＂버이 servo 2 position
＂Serti it 50－ED 恸
＂以iなiminis sweepry value？
＂Keep going back
＂Hold tiaximum value to 200
＂EOM Mininuth valut Eo 100


Figure 13.7 Schematic of multiple servomotor controller (manual).
```

Goto stare
'Seconc eervomotor routine
sweepl2:
b4 = b4 + l
Pulgout l,b4
Pulsout 0, b3
Palse 18
If b4 = 200 Them holdz
Goto stare
sweeprz:
04 = b4 - 1
Eulgout 1, b4
Pulgout 0, b3
Fauge 18
If b4 \& IO0 Them hold4
Goto start
holds:
04 = 200
Goto start
hold4: "Holi minimmm value to log
04 = 100
Goto stare

```
```

"swל is presged

```
"swל is presged
"Increment servo pulge widtti
"Increment servo pulge widtti
"Senci Eignal to gervo z motor
"Senci Eignal to gervo z motor
*Holn Eervo l position
*Holn Eervo l position
"Transmit signal 50-60 Hz
"Transmit signal 50-60 Hz
"Maximum sweepl value?
"Maximum sweepl value?
"Keep cweeping
"Keep cweeping
'sw4 is pressed
'sw4 is pressed
"Decrement servo pulage width
"Decrement servo pulage width
"Sema pulse to servo 2 metor
"Sema pulse to servo 2 metor
"Hola Eervo l posivion
"Hola Eervo l posivion
"Semd it 50-60 Hz
"Semd it 50-60 Hz
"Mimimum sweepr" value?
"Mimimum sweepr" value?
"Keep going back
"Keep going back
"Hola maximum value to 200
```

"Hola maximum value to 200

```

The completed project is shown in Fig. 13.8.

\section*{Timing and Servomotors}

As you experiment with servomotors, it is necessary to feed the pulse signal to the servomotor 50 to 60 times per second. It is important to keep this in mind when running multiple servomotors or other time-critical applications.

\section*{Parts List}

Same components as in Chap. 1.


Figure 13.8 Ficture of multiple manual servomotor controller.

\section*{Additional components}

For each servomotor:
(1) Servomotor, 4-6 V, HS 300 (42-oz torque) or equivalent
(1) SPDT toggle switch with center off position
(2) \(10-\mathrm{k} \Omega \mathrm{I}_{4}\)-W resistors

Available trom: Images Company, James Electronics, JDR MicroDevices, and RadioShack (see Suppliers Index).

\section*{Chapter 14}

\section*{Analog-to-Digital (A/D) Converters}

Aralog-to-digital (AD) converters read an analog voltage and convert it into a digital equivalent number that can be read by a computer or microcontroller. Most phenomena in the real world are analog: intensity of light, sound, temperature, pressure, time, gravity, etc.

\section*{Analog Signal}

Any analog signal, regardless of its origin, is infinitely variable between any two points. This holds true no matter how close those two points are. For instance, the number of possible volt readings between 1 V and 2 V is infinite. Some possible values are \(1.1 \mathrm{~V}, 1.0000001 \mathrm{~V}\), and 1.00000000000000000001 V . As you can see, voltage can vary by infinitesimal amounts.

\section*{Digital Equivalents}

A digital equivalent of an analog signal is not infinitely variable. The digital equivalent changes in discrete, predefined steps. Figure 14.1 illustrates an analog signal and a digital equivalent. A rising voltage (analog signal) plotted digitally against time would jump in increments in a staircase-like fashion. Each step in the staircase represents a predetermined change in voltage, up or down, based upon the resolution and threshold of the \(\mathrm{A} / \mathrm{D}\) converter.

We can also observe from this drawing that the digital equivalents are updated only once per clock cycle. Complete clock cycles are indicated on the drawing as vertical tick marks. Therefore, in between complete clock cycles, no (digital) change is possible. The rise and fall of the digital equivalent signal change must be equal to a multiple of the A/D converter's resolution, indicated on the drawing as horizontal tick marks.

\section*{A/D Converters}

There are a number of PIC microcontrollers with built-in A/D converters. Since we have done all our work with the PIC 16 F 84 , I will continue to work with this chip by connecting an external \(\mathrm{A} / \mathrm{D}\) converter.

My next book, on PIC microcontrollers, will deal with more advanced PIC microcontrollers with built-in AD converters.

To minimize the number of \(\mathrm{L} / \mathrm{O}\) lines needed, we will use a serial \(\mathrm{A} / \mathrm{D}\) converter. The TLC 548 is shown in Fig. 14.2. This serial AD chip will require just three lines off our PIC microcontroller. The specifications on this \(\mathrm{A} / \mathrm{D}\) converter are as follows:

CMOS technology
8-bit resolution
Reference input voltages ( \(\pm\) )


Figure 14.1 Plot of analog signal and digital equivalent.

Conversion time, \(17 \mu \mathrm{~s}\) max
40,000 samples per second (approx.)
Built-in sample and hold
Wide power supply range, 3 to 6 V
\(4-\mathrm{MHz}\) internal clock
Low power consumption, 6 mW (typical)
This chip is easily interfaced to our microcontroller.

\section*{Setting the Reference Voltage}

Looking at the pinout of the integrated circuit shown in Fig. 14.2, we can see that there are two pins for setting the reference voltages, REF + (pin 1) and REF-(pin 3). The voltages placed between these two pins become the range of voltages the analog-to-digital converter will read and convert to a digital equivalent.

The voltage difference between these two reference ( REF ) pins must be at least 1 V. REF + should not be greater than the + power supply to the chip \(\left(V_{w}\right)\). Consequently, REF - should not be less than the GND supply to the chip.

If desired, the REF + pin can be tied to \(V_{\text {te }}\) and the REF - pin can be tied to GND. This will allow the chip to read voltages between GND and \(V_{\mathrm{tc}}{ }^{*}\)

\section*{Voltage Range and Resolution}

Assuming a \(V_{c e}\) of +5 V , with \(\mathrm{REF}+\) tied to \(V_{\text {w }}\) and REF - tied to ground, what is the resolution of our converter chip? We take our voltage range from REFto \(\mathrm{REF}+\), in this case 5 V , and divide by our 8 -bit resolution (or 256), which equals \(5 \mathrm{~V} / 256=0.019 \mathrm{~V}\).

Looking back at Fig. 14.1, we could visualize each upward voltage increment (tick mark on vertical axis) as equaling 0.019 V .

Suppose the sensor or unit from which we need to read a voltage varies by only 2 V , say from 1 to 3 V . If we wanted to increase the resolution of our \(\mathrm{A} / \mathrm{D}\)

\section*{Top View}


Figure 14.2 Pinout of the TLC 548 .
converter, we could set REF - to 1 V and REF + to 3 V . Now what is the resolution of our A/D converter? It's calculated just as before. We take the voltage range from REF - to REF + , in this case 2 V , and divide by 256 (8-bit resolution). So \(2 / 256=0.0078 \mathrm{~V}\).

\section*{Interpreting the Results}

Suppose the PIC microcontroller is reading the number 100 from the serial A/D converter. What does this number represent? Let's go back to our first case, where \(V_{c x}\) is 5 V , the voltage range is \(5 \mathrm{~V}, \mathrm{REF}+\) is tied to \(V_{x}\), and REFis tied to ground. Our resolution is 0.019 V . So reading 100 from the A/D chip means that it is reading a voltage of \(100 \times 0.019 \mathrm{~V}\), or 1.9 V .

In the second case, where REF - is at \(1 \mathrm{~V}, \mathrm{REF}+\) is a +3 V , range equals 2 V , and step resolution equals 0.0078 V . Here reading the number 100 from the serial A/D converter is equal to a voltage of \(1.78 \mathrm{~V}[(100 \times 0.0078 \mathrm{~V}=0.78 \mathrm{~V}\); 0.78 V plus \(\mathrm{REF}-(1 \mathrm{~V})=1.78 \mathrm{~V}]\).

\section*{Serial Chip Control}

Now that the basic calculations are finished, it's time to actually implement the chip. We need three \(I / O\) lines to use the serial AD chip. The Cs pin is a Chip Select; the small line or bar above the CS nomenclature tells us that the pin is active negative. Thus, when the CS pin is brought low, the chip is selected. A clock signal is sent to the chip's L/O clock pin. We read the serial data from the data out pin.

We will have to create our own serial routine as before, since the RS-232 communication protocol will foul the chip with its stop and start bits. But we will use the RS-232 routine to display the information from our \(\mathrm{A} / \mathrm{D}\) onto our LCD display.

\section*{Serial Chip Sequence}

This sequence shows how the serial A/D chip can be accessed easily
1. Bring the CS pin low. This immediately places the most significant bit (MSB) on the data out pin.
2. The falling edges of the first four I/O clock cycles shift out the second, third, fourth, and fifth most significant bits. At this point, the on-chip sample and hold begin sampling the analog input.
3. Three more I/O clock cycles bring out the sixth, seventh, and eighth conversion bits on the falling edges.
4. Bring CS high and the I/O clock line low.

The first schematic is shown in Fig. 14.3. We are using a 5 - or \(10-\mathrm{k} \Omega\) potentiometer. By moving the wiper back and forth, you can see how the number on the LCD changes. You can calculate the voltage the number represents by multiplying the number on the display by 0.019 V .

LOW 1 'Bring I/O olock low
seart:
GOab Eerial_in
- LCD routime

Serocut 3, M2400, \{254, 1\}
Pauge 1
Serout 3. N2400, 〔Hobl
Pause \(100 \quad\) 'Let me see display'
GOto atsur
'Gerial in routine
seriel_int
Low 2 'Bring as down low'


bite \(=\) pind \({ }^{\text {LLOAd bit E into Bb }}\)
Pulgout \(1,1 \quad{ }^{2}\) Bring Cix pin high, then low
nits = pino \({ }^{2}\) LOad bit 5 into Bo

bit4 4 pino \({ }^{2}\) Load bit 4 into Bo

Bitz = pind
\({ }^{2}\) Load bit 3 into Bo
Fulaout \(1,1 \quad{ }^{2}\) Bring Cak pirn high, then iow
Bit2 = pino \({ }^{2}\) Load bit 2 into Bo
Pulabut \(1,1 \quad{ }^{2}\) Bring Ctax pin high, theri low
bitl = pind

nito = pind
Eulayut 1.1
Hish \(2 \quad{ }^{2}\) Er"ing cs hight
Return

\section*{Toxic Gas Sensor}

A toxic gas sensor responds to a large number of airborne compounds (see Fig. 14.4). It is a resistive device; when it detects airbome compounds, its resistance


Figure 14.3 Test circuit using a 10 -k@ potentiometer.
decreases. Figure 14.5 is a schematic of the toxic gas sensor project. Pins 2 and 5 on the gas sensor are connected to an internal heater coil. The heater draws 115 mA at 5 V . Pins 4 and 6 are connected together internally, as are pins 1 and 3. You can solder wires to the sensor directly or purchase a round six-pin socket.

Polarity isnt important to the heater coil or resistive element. You may notice that as the sensor is operating, it will feel quite warm. Don't be alarmed; this is normal.

Since the sensor has been in storage prior to your receiving it, it will require an initial 2 -min warm-up period when it is first turned on. The length of the warm-up period will decrease with repeated use. After the warm-up period, you can test the sensor with a number of household items.

For the first test, breathe on the sensor. The numbers on the LCD display should go up as it detects the carbon dioxide in your breath. For another test, release gas from a butane lighter. The sensor should react immediately to the butane gas.

Figure 14.6 is a photograph of the complete project.
In the next chapter, we will use this circuit to make a toxic gas alarm and automatic ventilator control.

\section*{Parts List}

Same components as in Chap. 1.

\section*{Additional components}

TLC548 Serial A/D \(\$ 8.95\)
Toxic gas sensor \(\quad \$ 32.00\)
6 -pin socket \(\quad \$ 1.50\)
Available from: Images Company (see Suppliers Index).


Figure 14.4 Photograph of the toxic gas sensor.


Figure 14.5 Schematic using toxic gas sensor.


Flgure 14.6 Photograph of toxic gas sensor circuit.
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\section*{Chapter 15}

\section*{Controlling AC Appliances}

In our previous work, we connected the output of our PIC microcontrollers mostly to CMOS or TTL logic ( +5 V) applications. What we will do in this chapter is use the PIC microcontroller output to control ac loads and appliances.

For our demonstration project, we will take the toxic gas sensor from Chap. 14 and make an automatic ventilation control system. This project is for demonstration purposes only. The PIC chip senses the real-world environment and then controls a real-world function. It is NOT, under any circumstances, to be used in any commercial or private application as a toxic gas detector, controller, or ventilation control.

The project is simple: When the PIC microcontroller senses a toxic gas, it will tarn on an electric fan and keep it on until the gas concentration returns to a safe level.

Before we build our project, we will provide some useful information that you will need when designing an ac control system for yourself.

\section*{Inductive and Resistive Loads}

Any device we power or control may be called a load. Whatever the electrical device (or load) may be, it will fall into one of two electrical categories, inductive or resistive. The type of device the load is will determine the type of circuit used to power and control it.

It's pretty easy to distinguish an inductive load from a resistive load. An inductive device (load) has wire coils and windings in it; examples are motors, transformers, relays, and solenoids. A resistive device doesn't have any inductive coils or wire windings; examples are incandescent lights, toasters, coffee makers, and heaters.

To control ac loads, we will use an optocoupler triac. The MOC 3010 is an optocoupler triac that is packaged as a six-pin DIP chip (see Fig. 15.1). When the PIC outputs a high signal \((+5 \mathrm{~V})\) on one of its \(\mathrm{I} / \mathrm{O}\) pins, connected to pin 1 on the MOC 3010, it will turn on an internal LED. The internal LED triggers
a photosensitive internal triac (pins 6 and 4), which in turn will trigger an external triac that powers the load.

\section*{Circuit Construction}

To build these circuits, you cannot safely use the solderless breadboard. The voltages and currents are greater than can be safely handled on the breadboard.

Please be careful. I don't want people accidentally shocking or electrocuting themselves. Always be extra careful when building any circuit that uses household electric power The power avalable from your household electric wiring is more than enough to reduce your circuit to a cinder or to give you a nasty shock or worse.

Figure 15.2 shows a resistive-type ac appliance circuit fragment (minus the PIC controller). An inductive appliance controller is shown in Figure 15.3 (again minus the PIC microcontroller). The resistor \(R_{L}\) (in each schematic) is your main load or appliance that is being powered. The triac chosen will determine the maximum power (in watts) that may be safely controlled. The power rating on the triac I used (see Parts List) is 6 A at 200 V , more than enough for a 50 -W fan.

I advise constructing the inductive-type circuit, since it can be used for both resistive and inductive types of appliances. This will eliminate any potential questions later on, such as, Is this a resistive or an inductive control circuit?


Figure 15.1 MOCS010 pinout.

Resistive Load


Figure 15.2 Resistive ac appliance circuit fragment.


Figure 15．3 Inductive ac appliance circuit fragment．

The schematic fragment for resistive loads can be used for comparison with the inductive circuit or，if you wish，as a dedicated resistive load controller．

Since I believe that most readers will be interested in controlling ac appli－ ances or devices in their home，Fig． 15.4 is the circuit we will build．All the components must be soldered to a printed circuit board．Make sure that any lines and wiring carrying the household power are adequately insulated and covered．

The triae I used is rated at 200 V at 6 A ，which means that it is capable of handling 1200 W ．In order to pass that much current，the triac would require an adequate heat sink．I advise you to keep the maximum power under 250 W ．
```

"Serial \&/D GOnver゙Eer and EDxir gas vrozram
LOk' l 'Bring I/O ciock low
EE\#r゙t:
GOEub *errial_in
\ LC[ routirue
Seroue 3, N2400; {254; 1}
Palya
Serole 3, N24B口, \#\#o!
Farge 100 "Let me see dispiay
If b0 = 190 Therl Earll 'TUr゙hl fatl On
If bo < 191 Them farn2 'Turn fam ofe
Goto stame
'Gerial in rowtinte
serial in:
Low 2 'Bring cS down low
bit7 = pind * LOad bit J into Eb
Pulacut l,l 'Br'ing CLK pin high, then low
bitE = pino 'LOad bit f into Er
Pulacut l,l 'Brin} CLK pin high, Ehen low
BitS = pin0 'LOad bit 5 into Br
pulacit l,l 'Bring cLK pin high, then low
nit4 = pind 'LOad bit 4 inte EW
PulamL l,l 'Br゙ing cLK gin high, Ehen low
mit3 = Pind 'LOad mit 3 into BG
Pulgout 1,r 'Br゙ing CLK pin high,r Ehent low'
Witz = pin0 'Load mit 2 into Bo
Pulgout l,l 'Bring CLK pin high, then low

```


Figure 15.4 Schematic of appliance controller.
```

mitl = pirio
Pulsout 1,I
bito = pino
Fulagout 1,l
High 2
Returm
Ianl:
High 4
GOLO gtar゙
Fan2:
LOw 4
GOtO Stare

```

\section*{Test Circuit}

If you want to test the program and circuit without building the entire circuit, you can. Remove the appliance power control section and replace it with a resistor and LED (see Fig. 15.5). When the microcontroller senses toxic gas, it turns on the LED. When the gas dissipates, the LED goes off.


Figure 15.5 Schematic for testing circuit and program.

\section*{Smart Control}

I would like to make a point regarding smart controls: They need feedback to determine if a particular action is being performed. To make this point, I wish to draw an analogy.

Let's say that you've just returned from a newspaper stand with your favorite magazine. You sit in a chair and reach over to turn on the lamp to read by, but there is no light. "Darn," you say to yourself. You look down to the socket to see if the lamp is plugged in. It is. You look over to the clock on the wall that's on the same fuse as the lamp. The clock is ticking away, so you know you have juice going to the lamp. You flick the lamp switch a couple of times, to make sure the switch isn't stuck. Now you take the lampshade off the lamp, and, sure enough, a black spot on the bulb lets you know that it's burned out. You replace the bulb, the lamp works fine, and you finally get to read the magazine.

Now, there's nothing remarkable about this incident. But it is a good example of a smart control. When the lamp was turned on, the person knew that the light wasn't lit and went through various steps to locate and correct the problem. But what about a microcontroller? Had it been the microcontroller's job to turn on the lamp, it would not have known whether the light was on.

To build a smart control, we must give the microcontroller feedback so that it can check to see if the action was successful. For the light example, we might use a photocell or photoresistor for a feedback signal. If the feedback gave a negative response, the microcontroller could ring an alarm or send a signal.

Keep this information in mind so that if someday you find that you have a need for a smart controller somewhere, your PIC chip can handle it.

\section*{Electronic Noses}

The toxic gas sensor is the forerunner of the electronic nose. High-quality, highly selective electronic noses have numerous applications in many indus-tries-food spoilage, perfume, medicine, and law enforcement, to name al few.

The toxic gas sensors are not digital sensors, they are analog. If there is sufficient within-group variance in the response to compounds, a group of sensors can be wired into a neural network for detection of specific odors.

\section*{Parts List}

Same components as in Chaps. 1, 9, and 14.

\section*{Additional components}

MOC3010 optocouple triac
2N6070 triac (or equivalent)
\(0.22-\mu \mathrm{F}\) capacitor
Line cord \(\quad\) RadioShack PN\# 278-1255
\begin{tabular}{ll}
\(470-\Omega /_{4}\)-W resistor & Radioshack PN\# 271-1317 \\
\(180-\Omega / 4\) W resistor \(^{1}\) & RadioShack PN\# RSU 11344702 \\
\(1.2-\mathrm{k} \Omega{ }_{4} /{ }^{-}\)W resistor & Radioshack PN\# RSU 11344884
\end{tabular}

\section*{Miscellaneous components}

Ac appliance small fan
Available from: Images Company, James Electronics, JDR MicroDevices, and RedioShack (see Suppliers Index).
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\section*{Appendix \\ A}

\section*{Hexadecimal Numbers}

The hexadecimal number system has a base of 16 . It was found early on that base 16 (hexadecimal) is an ideal number system for working with digital computers. The reason this is so is that each nybble (4-bit number) is also base 16 , so one hexadecimal digit can represent a 4 -bit number.

As computer processors grew, they used larger and larger numbers. Regardless of how large these numbers become, they are, for the most part, evenly divisible by 4 bits. Early personal computers were 8 -bit, then came 16 -bit processors. Current personal computers are 32 -bit. Future computers will be 64 -bit, then 128 -bit, and so on.

The PICMicro chips do not follow this convention. Instead, they use an odd number of bits throughout their internal structure (see Fig. 6.6).
\begin{tabular}{ccc} 
Decimal & Binary & Hexadecimal \\
\hline 0 & 0000 & 0 \\
1 & 0001 & 1 \\
2 & 0010 & 2 \\
3 & 0011 & 3 \\
4 & 0100 & 4 \\
5 & 0101 & 5 \\
6 & 0110 & 6 \\
7 & 0111 & 7 \\
8 & 1000 & 8 \\
9 & 1001 & 9 \\
10 & 1010 & A \\
11 & 1011 & B \\
12 & 1100 & C \\
13 & 1101 & D \\
14 & 1110 & E \\
15 & 1111 & F \\
16 & 00010000 & 10 h \\
\hline
\end{tabular}

Notice that 10 in hex is equal to 16 in our standard base 10 ．Sometimes a lowercase \(h\) is placed behind the number to identify it as a hex number and not base 10 ．An 8 －bit number can be represented by 2 hexadecimal digits．The hex number FF represents the maximum number 8 bits can hold， 255 ．

As with base 10 ，each number going toward the left is a multiple．For instance， 20 in base 10 is really 2 times 10 ．In hexadecimal， 20 is 2 times 16.

Many compilers and assemblers use hexadecimal numbers to program code． When examining code for the PIC microcontrollers，you will undoubtedly run across hexadecimal as well as binary numbers．

\section*{Program Answers}

\section*{Chapter 3}
```

Mrogram 3.1B
Symbul TRISB = 134 "Set TRISB t0 134
Synibol POr"t = b 'Set variable porte to E
Symbol X = Ba 'Initialize variable X
'Initialize por゙と{s}
FORe TRISE,0
100%:
FOL K = 0 to 2G5
Poke portE, X 'Blace X value at port EO lighte LEDe

```

```

Negt 4 'NOEt X vilud
GOEO loOP
'Wrogram 3.2.B
'Ercoriam birma'g progreasion eout!itig
'Initialize Vav゙iableg
Symbol TRISB = 134 "Agsign TRISE EO I34

```

```

'Initialize powt {s,
EOke TRISB,0 "Set port B pins EO Oetput
1000:
BO = I \& Set variable to I EO gtarm countimig
BI = O % Sev variable to b
B3 = 1
Foke FortB, BG 'Place Bo value at port Lo light IEDE
Falge 250 "without puluer countimg proceeds too fagt to gee
FOLB B2 = DEOG

```

```

BO = EI 'Set B0 Lo nek' walur
B3 = BS + BI 'TVW holdlmg varianle
Poke POrtE, B3 'Flage new value nE porit EO light LEDE
Eauge 250 "Without palueg, dountirgg proceedg too fagt to gee
NONE E2 'NONE lOOP MaluO
Poke EOrtE,0 'RE名Et to 0
Pauge 250
GOtO lopp

```

\section*{Chapter 4}
```

Symbol Por゙tE = 直
Symbol Porta = 5
`'Initialize por゙L{s}
Poke TRIS日,口
Poke TRISA,I
100pl:
FOr B2 = 0 to 255
Poke FortB, B2 'Elace bo value at pore mo light LEDa
\#\#uge 250
Feek Ports,B0
If biEd = 0 Thes leopz
Nexv E2
Goto loopl
1oop2:
Poke Portm,b
Perk POH゙tA,B口
If biEO = I T'}ru logpl
GOt0 lopp2

```
```

    `Inimialize variaule EGIEE EO E
    ```
    `Inimialize variaule EGIEE EO E
    TSet port B pins ag output
    TSet port B pins ag output
    Met pin l of port A as imput
    Met pin l of port A as imput
```

    'Initialize varia|le portz LO 5
    ```
    'Initialize varia|le portz LO 5
`counting log
`counting log
    ,
    ,
    without pause, counting proceecg tog fast to see
    without pause, counting proceecg tog fast to see
    'Eeek SWl etatus on port A
    'Eeek SWl etatus on port A
    'If cloged. jump to loogz
    'If cloged. jump to loogz
    'Next bo value
    'Next bo value
    'Repeat
    'Repeat
    'Noncounting loop
    'Noncounting loop
    'Turit off all LEDs
    'Turit off all LEDs
    ' Peek swl status on port A
    ' Peek swl status on port A
    'IF oponed, jump back to loopl
    'IF oponed, jump back to loopl
    'Repeat
```

    'Repeat
    ```

\section*{Chapter 8}

\section*{Simple}
```

' Serial interface
SYubol TRISE = 134
Symbol PortE = 6
'Initialize pore{s}
Foke TRISE,B 'Set port B ag output port
Low' 2
scart:
50 = 160
Gocub gevial
Goeub dieplay
एauge 1000
bo = 255
Gosub serial
Gosub diEplay
Pauge 1000
00 = 0
GOavb sevial
Goatb cileplay
Pauge 1000
GOto start
digplay:
pulgout 2,1 TEulse Latch Enable high
Return
Serial out routine
serial:
pino = bit? 'Bring pin o high or low, depending upon mit
Pulaout 1, l
pino = bive
pulsout I, I
pin0 = biEG
Fulaout 1, I
ping = bit4
Pulsout 1, 1
pino = bit3
pulsout l, l
pino = bitz
Fulgout I, I
wino = bitl
Fulsout 1, 1

```
```

bino = bit0
Pulsout l, l
LOk 1
Feturn

```

Not simple
```

`'RGM serial Seg25a SyITHDl TRISE = 134 Symbol porim}=\sqrt{}{6 Symbol porta = 5 `'Initi这lize pOrEE

```

```

    OLEPL゙S
    -check lime status
    star゙t:
pauge 200 "Give a human a whamee to prega k button\a!
Ferk porta,ho = Reari port A

```

```

If bitg= T Them hoilo 'check line b/alevinative cotimand: If bo = 2
If bitl = O Than womld "Check line l/altarnative commana: IE bo = I
Goto start
May worc thelzo
hello: 'It's not just a word, it'e a rolutime

```

```

Lookup bS,{27,7,45,15,53,1},bo 'Devintal addresgeg oE allophomes
Gosub speak 'Speak subiourine
Next bs 'Get next aliophone
Goto stave *Dg it again Ersm the beginnimg
'gay worri movilu
WGHl!i! "Procemure similar to hello
FOL bl = 0 to 4
Lookup bS, {46,5日, 62, 2l, 1}, bu
Gosub speak
Next bs
Goto star゙t
7
'say sentence see you next Tuesciay
three: "Procequre similar to hello
FOE bl = 0 to 19

```

```

GOsub speak
Next bS
Goto star゙t
speak: 'Subroutine to speak aliophonea
pino = bit7 'Get up allophoree ardyresg
Eulgout l,l "Tlleet cLK Iinie
\#1n0 = bitG
Eulsout l,l
mino = bits
Eulsout 1:1
\#1n0}= biE
Pulsout 1,I
0ino = biヒS
EulgmLt l:I
pir0 = bitz
Fuls0ut l:l
0in0 = bitl

```
```

Pulggut 1,1
ping = biE0
Pulgout l,I
Low 6
Paigal
High E
WaiE:
Peek portb,00
If biE7 = 0 Them wajE
Return

```
```

`Bring ALD Iow

```
`Bring ALD Iow
`Quge l me for everything to latoch
`Quge l me for everything to latoch
`'HE゙ing mLD higrn
`'HE゙ing mLD higrn
THOCk at pOItE B
THOCk at pOItE B
'check sBY 彐ime {O= Ealking, l = fimistueri
'check sBY 彐ime {O= Ealking, l = fimistueri
'Get next allophome
```

'Get next allophome

```

\section*{Suppliers Index}

\author{
Images Company \\ 39 Seneca Loop \\ Staten Island，NY 10514 \\ （718）698－8305 \\ httpd／wwwimagescocom \\ James Electionics \\ 1355 Shoreway Road \\ Belmont，CA 94002 \\ （650）592－8097 \\ https／／www．jameco．com \\ JDR Microdevices \\ 1850 South 10 Street \\ San Jose，CA \(95112-4108\) \\ （800）538－5005 \\ httpu／www．jurcom
}
* Copocitore comecter to cryctule one ezpf
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\section*{A}

AC adapters, 64
AC appliances control, 183-189
circuit construction guidelines for, 184-187
loads, inductive/resistive, 183-184
noses, electronic, 188
parts list for, 188-189
smart controls, 188
test circuit, 187
A/D converters lsee Analog-to-digital converter(s)]
Allophones, 94-96
Alphanumeric display, LCD (see LCD alphanumeric display)
Analog-to-digital (A/D) converter(s), 175-181
and digital equivalents of analog signal, 175
parts list for, 180
reference voltage, setting, 177
results, interpretation of, 178
serial chip control/sequence in, 178-179
specifications for, 176-177
toxic gas sensor example, 179-181
voltage range/resolution for, 177-178
Auto-repeat, 53

\section*{B}

Banks, 91
Basic language, 2
Basic Stamps, 2
Binary, 36, 41-45
Bit shift correcting, 109-111
Bits, 36
Branch command (PICBasic language), 66
Breadboard, solderless, 28-30
Button command (PICBasic language), 51-55, 66-67
auto-repeat function of, 53
debounce features of, 52-53
example using, \(53-55\)

Button command (Cont.):
structure of, 51
variables used in, 58-59
Bytes, 36

\section*{C}

Call command (PICBasic language), 67
Central processing unit (CPU), 1, 2, 36
CMOS devices, 41-42
Comments, 47-48
Compiler software, 4-5, 8, 11-14
Cost of PIC chips, 3-4
CPU (see Central processing unit)

\section*{D}

DC motor control, 143-147
bidirectional control, 144-146
diodes for, 146-147
on-off motor switch, simple, 143-144
parts list for, 147
transistor, choice of, 143
Debouncing, 52-53
Diodes:
in DC motor control, 146-147
in fuzzy logic sensors, 133, 134
Dynamic modification, 55-57

\section*{E}

Eeprom command (PICBasic
language), 67
EEPROM memory, 2, 3, 93
Electrical binary, 41
End command (PICBasic language), 67-68
EPIC programming carrier board, 5, 6, 22-23
EPIC software:
installation of, 14-15
troubleshooting, 24-25
versions of, 23-24
Error detection algorithms, 118-119

\section*{F}

For. Next command (PICBasic
language), 68
Fuzzy logic sensors, 128, 130-138
DC motor control, 132-134
diodes in, 134
light tracker project, 131-137
theory behind, 130-131

\section*{G}

Gosub command (PICBasic language), 68
Gosub Nesting command (PICBasic language), 68
Goto command (PICBasic language), 69

\section*{H}

Half-stepping, 150, 152, 158, 160
Harvard architecture, 35-36,90
Hexadecimal number system, 36 , 191-192
High command (Basic), 46-47

\section*{I}

I2cin command (PICBasic language), 69-70
I2cout command (PICBasic language), 70
Identifiers, 48
If..Then command (PICBasic
language), \(57-58,70-71\)
Input command (PICBasic language), 71-72
I/O lines, creating, 103-115
bit shift correcting, 109-111
CLR pin, clearing, 106
eight input lines, expanding four I/O lines to function like, 111-115
parts list for, 115
programs for, 106-108
and serial communication, 103-106
I/O lines, reading, 51-64
Basic I/O commands, 62
and Button command, \(51-55\)

I/O lines, reading (Cont.):
dynamic modification, 55-57
multiple statements, 59-62
and Peek command, 59-61
pin 7, status of \(53-55\)

\section*{L}

LCD alphanumeric display, 117-123
crystal, choice of, 119
cursor, positioning of, 120,122
error detection algorithms for, 118-119
and off-screen memory, 121, 122
parts list for, 123
standard formats/speeds available for, 119
three-wire connection for, 119-120
Let command (PICBasic language), 72-73
Light tracker project, 131-137
circuit schematic, 138
DC motor control, 132, 134
diodes in, 133
operation of, 136-137
Line labels, 48
Linguistics, 94, 96-97
Lookdown command (PICBasic
language), 73
Lookup command (PICBasic language), \(73-74\)
Low command (PICBasic language), 46-47, 74
Low cost of PIC chips, 3-4
LPT1 port, 24
LPT2 port, 24

\section*{M}

Memory, 1-3
Microcontroller(s):
benefits of using, 1-4
definition of, 1
and future of electronics, 1-2

Motor controls (see DC motor control;
Servomotor control; Stepper motor control)
Multiple statements, 59-62

\section*{N}

Nap command (PICBasic language), 74-75
Neural sensors, 128, 138-141
multivalue threshold with, 138-139
program, sample, 139, 141
Noses, electronic, 188

\section*{0}

On-off motor switch, simple, 143-144
Oscillator modes (PIC 16F84
microcontroller), 85-87
Output command (PICBasic language), 75

\section*{P}

Parallax Company, 2
Parity error, 119
Path (DOS command), 16-18
Pause command (PICBasic language), 75
Peek command (PICBasic language), 59-61, 75-76
PIC applications subdirectory, creating, \(15-16\)
PIC chips, 2
Basic-language programs for, 7
compiler program for, 8
and Harvard architecture, 35-36
items needed for working with, 4-7
low cost of, \(3-4\)
parts list for working with, 8-9
programming, 4, 8, 22-23
PICBasic compiler, 4, 46-47
PICBasic language, 65-84
Branch command, 66
Button command, 66-67
Call command, 67

PICBasic language (Cont.)
Eeprom command, 67
End command, 67-68
For. Next command, 68
Gosub command, 68
Gosub nesting command, 68
Goto command, 69
I2cin command, 69-70
I2cout command, 70
If. Then command, 70-71
Input command, 71-72
Let command, 72-73
Lookdown command, 73
Lookup command, 79-74
Low command, 74
Nap command, 74-75
Output command, 75
Pause command, 75
Peek command, 75-76
Poke command, 76
Pot command, 76-77
programming in, 7
Pulsin command, 77
Pulsout command, 77-78
Pwn command, 78
Random command, 78-79
Read command, 79
Return command, 79
Reverse command, 79
Serin command, 79-80
Serout command, \(81-82\)
Sleep command, 82-83
Sound command, 83
Toggle command, 83
Triggers command, 80-81
Write command, 84
PICBasic Pro compiler, 5
PIC 16C61 microcontroller, 35
PIC 16C84 microcontroller, 35
PIC 16F84 microcontroller; \(5-7,35-49,85-91\)
CMOS, 41-42
counting binary program example, \(42-45\)

PIC 16F84 microcontroller (Cont):
counting binary progression program example, 45-46
CPU in, 36
electrical binary, using, 41
Harvard architecture of, 35-36,90
input signals, reading, 49
I/O ports of, 37-41
oscillator modes, 85-87
register map, 90-91
resets, 87-89
TRIS Registers, 37-41
TTL logic devices, 41-42
user-available RAM, 43-44
Poke command (PICBasic language), 76
Pot command (PICBasic language), 76-77
Pulsin command (PICBasic language), 77
Pulsout command (PICBasic
language), \(77-78\)
Pwm command (PICBasic
language), 78

\section*{R}

Random command (PICBasic language), 78-79
Random-access memory (RAM), 1, 43-44
Read command (PICBasic language), 79
Read-only memory (ROM), 1,93
Register map (PIC 16F84 microcontroller), 90-91
Resets (PIC 16F84 microcontroller), 87-89
Resistive sensors, \(125-129\)
pin exceptions with, 126
program, example, 127-128
R/C values, \(125-126\)
reading, 125
scale for, 126

Return command (PICBasic language), 79
Reverse command (PICBasic language), 79
ROM (see Read-only memory)
Rotor, 149-150

\section*{S}

Sensors, 125-141
fuzzy logic, \(128,130-138\)
newral, 128, 138-141
parts list for, 141
resistive, \(125-129\)
Serial communication, 103-106
Serin command (PICBasic language), \(79-80,119\)
Serout command (PICBasic language), \(81-82,119,120\)
Servomotor control, 167-174
and functioning/components of serwomotors, 167-169
manual control, 171-172
multiple servomotors, 172-173
parts list for, 173,174
range, extension of, 169-171
and timing, 173
Single-chip computers, 1
Sleep command (PICBasic language), 82-83
Smart controls, 188
Solderless breadboard, 28-30
Sound command (PICBasic language), 83
Speech synthesizer project, \(93-102\)
allophones generated by, 94-96
circuit schematic, 99
components needed for, 102
linguistic background for, 94 , 96-97
program for, \(100-102\)
SPO-256 speech synthesizer chip in, 93-94, 97

SPO-256 speech synthesizer chip, 93-94, 97
Stepper motor control, 149-165
construction/operation of motor; 149-152
dedicated stepper motor controller chips, integration of, 161-164
half-stepping, \(150,152,158,160\)
mini-poles, use of, 158
parts list for, 165
programs, sample, 156-159
resolution, 150,151
test circuits, 153,159
ti delay variable, using, 160
troubleshooting, 161
types of stepper motors, 150
Symbols, 48

\section*{T}

Ti variable, 160
Toggle command (PICBasic language), 83
Toxic gas sensor, 179-181

Transistors, 143
Triggers command (PICBasic
language), \(80-81\)
TRIS Register, 37-41
Troubleshooting:
EPIC software, 24-25
stepper motor control, 161
"Wink" program, 33
TTL logic devices, 41-42

\section*{V}

Variables, 48-49

\section*{W}
"Wink" program, 18-22, 25-29
running, 32
troubleshooting, 38
Write command (PICBasic language), 84

\section*{Z}

ZIF adapter sockets, 63
ZIF sockets, 64
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[^0]:    *Also available in the 16-pin DIP package.

